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،كلذعمو.يديلقتلايعانطصالاءاكذلاةءافكلكاشملحلةديدجبيلاسأيهةضبانلاةيبصعلاتاكبشلا-صخلم

تاكبشلانيسحتيفلمعلااذهمهاسي.ةيعانطصالاةيبصعلاتاكبشلاوةيبصعلاتاكبشلازيفحتنيبءادألايفةريبكةوجفكانه

لجأنم،ةديدجةراسخفئاظوءاشنإوةينبلانيسحتبةحرتقملاقرطلاقلعتت.ةوجفلاهذهليلقتلجأنم،ةدعاصتملاةيبصعلا

تانايبيتعومجممادختساباهمييقتمتيوPyTorchSnnTorchةبتكممادختساباهذيفنتمتي.ةتيملاةيبصعلاايالخلاةلكشمبنجت

.ةنكمملانيسحتلاتاينقتنمديدعلاىلإةفاضإلاب،تاقيبطتللةديدجقافآحتفمت،لمعلااذهلضفب.نيتفلتخم

ةيبصعلاةبسوحلا,جردتملابسنلاةيمزراوخ,يسكعلاراشتنالا.:ةيحاتفمتاملك

Résumé - Les réseaux de neurones à impulsions offrent une nouvelle approche pour ré-

soudre les problèmes d’efficacité de l’intelligence artificielle (IA) conventionnelle, mais il existe

un écart de performance important entre les réseaux de neurones à impulsions et les réseaux

de neurones artificiels. Ce travail contribue à l’optimisation des réseaux de neurones à impul-

sions afin de réduire cet écart. Les méthodes proposées sont axées sur l’optimisation de l’archi-

tecture et le développement de nouvelles fonctions de perte basées sur les pics, afin d’éviter le

problème des neurones morts. Les techniques proposées sont mises en uvre à l’aide des cadres

PyTorch et SnnTorch, et évaluées à l’aide de deux ensembles de données différents. L’évalua-

tion des trois approches a été effectuée sur deux ensembles de données différents, en utilisant

six fonctions de perte différentes, et en utilisant la précision comme mesure principale. Ainsi,

de nouveaux horizons d’applications sont ouverts, ainsi que de nombreuses techniques d’opti-

misation possibles.

Mots clés : Réseau de neurones à impulsions, Rétropropagation du gradient, Descente de

Gradient, Algorithmes neuromorphiques

Abstract - Spiking Neural Networks offer a new approach to tackle the efficiency issues

of conventional artificial intelligence (AI), but there is a big performance gap between Spiking

Neural Networks and Artificial Neural Networks. This work contributes to the optimization

of Spiking Neural Networks in order to reduce this gap. The proposed methods are focused

on architecture optimization and the development of a new spike-based loss functions, to pre-

vent the dead neuron issue. The proposed techniques are implemented using PyTorch and

SnnTorch frameworks, and benchmarked using two different data sets. The evaluation of the

three approaches has been done on two different data sets, using six different loss functions,

and using accuracy as a main metric. Hence, new horizons of applications are opened up, as

well as many possible optimization techniques.

Index-terms : Spiking neural networks, Backpropagation, Gradient descent, Neuromor-

phic computing
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INTRODUCTION

Motivations

The overwhelming success of AlexNet in 2012 is a historical landmark in AI history [61],

and the start of a new era, which is Machine Learning (ML) and ANNs. ANNs became re-

markably successful in solving challenging problems and outperformed humans in a variety

of tasks that depend upon high-dimensional data. This achievement is typically attributed to

the gradient descent algorithm and backpropagation, and strongly relies on the availability of

large amounts of data and massive computing resources [33].

However, the amount of energy and computational power required to train a state-of-the-

art algorithm continues to grow at an exponential rate (10×per year between 2012 and 2019)

[2, 36] and becomes a real constraint in recent times; this fact is well illustrated in the history

of ML algorithms in the last decade.

Figure 1: AI computing resource and energy requirement over decades [2].
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At a given time, the development and implementation of a more efficient algorithm takes

place after a few months or weeks. But over time, this has become very difficult to achieve

because of the energy consumption required, which implies a significant development cost. A

common example is GPT-3 a language model developed by OpenAI, among the most renowned

deep learning algorithms in the last three years, contains about 175 billion parameters, costs

approximately 12 million US dollars to train [62], with an estimated 190,000 kWh overhead

in energy consumption [4, 13]. In contrast, the brain consumes only about 12-20W, unequally

considered as the best reference compared to all state-of-the-art models.

Cost, energy consumption, as well as the substantial need for usage ANNs on resource-

limited devices such as phones, is driving researchers to find new avenues to optimize ANNs

and ML algorithms. Among the proposed approaches are SNNs, bio-inspired ultra-low power

algorithms, commonly referred as the third generation of Artificial Intelligence (AI) [65].

These algorithms constitute a potential solution, as they are more biologically realistic than

ANNs, more hardware friendly and energy efficient, and thus are appealing for use on tiny and

portable devices. Yet, they still trail behind ANNs in terms of performance.

Aims and Objectives

This dissertation investigates how to bridge this performance gap between SNNs and ANNs

for classification problems. The first goal of this work is to explore and understand the concepts

of SNNs, as well as previous research conducted in this field. This thesis goes through the

details of these models by explaining the theory behind their concepts and giving clear steps

for their architecture, then identifying their weaknesses to optimize them. However, the main

objective of this work is to innovate new approaches for information processing and model

training in order to optimize the final accuracy performance of these models.

1. Propose new approaches for information processing to optimize accuracy and loss.

2. Evaluate the proposed techniques using different datasets.

3. Compare the resulting performance with the baseline models.

Description of the work

This thesis is structured as follows :

• Theoretical part :

– Chapter 1 : This chapter goes into the theory behind Spiking Neural Networks,

then a comparison between SNNs and ANNs in order to highlight the difference

and similarities between them. Then it highlights the drawbacks of SNNs that

cause the performance gap.
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– Chapter 2 : This chapter goes into the details of the proposed methods, the negative

threshold, the adaptive threshold, and the new loss function, explains the principle

and how they can contribute to the optimization of the model, and discusses related

work.

• Experimental part :

– Chapter 3 : This chapter is dedicated to the realization and evaluation of the opti-

mized models in this thesis. First, we present the tools, frameworks, and databases

used in this work. Finally, we present the evaluation protocol that has been used to

capitalize on the importance of our methods.

– Chapter 4 : This chapter presents the experimental results of the baseline models

and the proposed models using six different loss functions and two different data

sets. Then, we discuss the present results and analyze them. Finally, we select the

best models on each data set and compare their performance with previous work.

• Finally, we have concluded this thesis with a statement of the challenges encountered

during the development, while providing possible solutions to improve the results ob-

tained and new perspectives to be exploited in future work.
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The question is whether you are better off exploiting

the progress of digital technology or try to follow the

neuromorphic philosophy. I am interested, but I am

sceptical.

YANN LECUN

PART I:

THEORETICAL PART
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CHAPTER 1

SPIKING NEURAL NETWORKS

The aim of this chapter is to familiarize the reader with the theoretical concepts that are be-

hind the development of spiking neural networks. This part assumes that the reader has basic

knowledge of AI and ML and understands the Backpropagation (BP) algorithm (Appendix A

4.5). First, it recalls some basic differences between ANNs and SNNs, including information

coding and processing using a different activation function. Then, we investigate the possible

options to train a SNNs using different learning methods. Then, we discusse the evaluation

metrics that are used to compare with the base-line models. Finally, we conclude with the

unsolved problems that cause the gab between ANNs and SNNs.

1.1 ) SNNs vs ANNs

Although ANNs are historically brain-inspired, they are still very far from properly rep-

resenting the neural system. This is why SNNs is getting more and more attention; Spiking

Neural Networks are just more adapted versions of the above. They share similar topology,

as well as most of the mathematical theory [66, 61]. However, the fundamental difference is

about coding and processing of information within the network [20]. The figure fig. 1.1 is an

example of SNNs networks and its differences from ANNs.
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Figure 1.1: Fully connected spiking networks processing a static input image during Ts [66].

1.1.1 ) Neural coding

The neural code refers to how the brain represents information [61]. Although there are

many theories, the code has not yet been cracked [20]. Experimental brain observations have

shown that information is shared as a train of action potential through synapses [64]. An

action potential is approximated as a uniform spike with 100mV of amplitude and 1msec
of width [64, 61]. Therefore, SNNs aim to code the information using the notion of action

potential.

However, SNNs are event-driven networks, so the occurrence of an action potential is much

more important than the subtle variations of the action potential [61]. As a result, most models

represent a spike as a discrete single bit, mathematically equivalent to a Dirac pulse. An all-

or-nothing event significantly reducing the calculation due to multiplication [61]. For example,

instead of calculating the weighted action potential, which requires a lot of computation and

leads to a carry propagation delay, we have just multiply the weights by a single bit. This

trades off the cumbersome multiplication process to a simple read-out of the weight value in

memory [61]. The figure fig. 1.2 illustrates a spiking neuron receiving encoded information

and processing it.

Figure 1.2: Illustration of a spiking neuron, where input spikes are passed to the neuron and sufficient excitation pushes the neuron to spike
on his turn [20].
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The usage of impulses implies adding the time dimension into consideration, which allows

various encoding modes, but regardless of how the information is conveyed by a spiking event,

the use of binary pulses allows adding more sparse in time [53]. Here lies the main difference,

where ANNs considers the output of the neuron constant until the next pass, so the time

dimension is usually ignored. Yet, for Spiking Neural Networks, the information depends on

time. Thus, it implies three major advantages of SNNs (with respect to ANNs):

• Information is encoded in both space and time, which encourages the detection of a spa-

tiotemporal pattern [58].

• From the perspective of SNNs, ANNs is continuously spiking, and spike events consume

energy. However, SNNs uses only a few spike events and reduces energy consumption

[58, 53].

• Spikes are high-density information events. Therefore, they can multiplex information

into a single stream of signals, such as the frequency and amplitude of sound in the

auditory system [64].

Here are the commonly used coding schemes in the figure fig. 1.3 (this is not an exhaustive

list):

Figure 1.3: Illustration of the possible coding schemes [20].

1.1.1.1 ) Rate coding

A bioinspired mechanism that conveys the information value into rate or frequency over a

time interval, and the number of spikes produced is correlated with the value [24, 25].
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From spikes to a value: Used for converting the output layer results into interpreted

values. It can be further divided into two subcategories:

• Count rate: This is the most forward approach; it can be done by counting all spikes

produced by a single static input or by averaging the number of spikes by the time

window of a single dynamical stimulus [20].

µ= Nspikes(T) µ= Nspikes(T)
T

(1.1)

Here T is the number of time steps, and Nspikes is the sum of spikes.

• Density rate: An alternative approach [5, 20] is to constrain the counting window

to an infinitesimally short duration ∆t, such that only a single spike may possibly

occur within the window for a given neuron, which constrains the output to be either

‘1’ or ‘0’. However, the process is repeated K times, until the average is equal or

close to 1 (interpreted as the probability of neuronal firing within an infinitesimally

small period of time). The value is the total sum of spikes Nspikes, is weighed by the

infinitesimal time window duration, then divided by the number of iterations.

µ= 1
∆t

∑K
k Nspikes(T)

K
(1.2)

From a value to spikes: This coding is used to convert the input value to spiking values

that will be applied on the input layer. There is no exact formula; spikes are generated

using a probability distribution with a spiking probability given by the normalized pixel

intensities. In practice, converting a static image into a dynamical one is done by taking

several Bernoulli samples of the image to create certain dynamics. Mathematically, above a

certain percentage, the distribution allows us to create a representative sample of our data;

thus creating certain dynamics without repeating the same image each time. This process

is known as Poisson encoding [33].

1.1.1.2 ) Latency coding

Many researchers noticed that a human visual system needs about 150ms to process object

recognition tasks, and such a speed response cannot be supported by a rate code [65, 20],

similar conclusions are made on other olfactory systems. Suggestions are toward embedding

information in the firing time, also known as temporal coding or latency coding [10], where the

highest value leads to the lowest spike latency and vice versa.

Conversion by convention: The conversion formula between the firing time and a value,

either in the input or in the output, can be fixed by convention as [20]:

• Non-linear formula:

ti = N
vi

(1.3)
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• Linear formula:

ti = 1− vi

N
(1.4)

Where vi is the value normalized by the highest value in an image N.

Bio-inspired conversion: The function can also be biologically inspired and depends di-

rectly on the neuronal model. Considering the Leaky Integrate Fire model that admits the

following formula (Demonstration in the next section 1.1.2.1):

U(t)= I inR+ (U0 − I in(t)R) e−
t
τ (1.5)

As result:

U(t)=Vthre =⇒ t = τln
(

I inR
I inR−Vthre

)
(1.6)

This coding, can be very beneficial in the case of widely stimuli. Logarithmic function helps

in compressing information.

An important advantage of this coding is that it codes all the information in a single spike,

which encourages more sparsity in the network. Furthermore, the mechanism seems more

biologically plausible. It is important to note that there are other latency coding schemes, such

as considering the relative time between spikes.

Comparison between Rate and Latency coding

RATE CODING LATENCY CODING

A
D

V
A

N
T

A
G

E
S

• Error tolerance, if a neuron file
to fire, there are other spikes to
reduce the error effect.

• Encourage learning, since more
spiking means less occurrence of
dead neurons, which means bet-
ter learning.

• Very quick convergence and
learning, due to sparsity there is
less memory access.

• Also, due to sparsity, there is less
energy consumption.

D
R

A
W

B
A

C
K

S • Higher energy consumption (in-
efficient compared to latency cod-
ing).

• Require several time steps or
high rate to average out dis-
cretization noise.

• Risk of dead neurons, since the
difference between sparsity and
dead neurons is very fine.

Table 1.2: Table of comparison between rate and latency coding schemes.
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1.1.1.3 ) Population coding

It is a particular type of coding that is usually combined with latency or rate coding to com-

bat dead neurons and the vanishing gradient (description of dead neurons and the vanishing

gradient in section 1.2.5). The principle is that a class is represented by several neurons in the

output layer, and the value is the average of the coding result on the number of neurons in the

class [12]. This encourages Backpropagation (BP) to have different paths to update the net-

work in case of the occurrence of a dead neuron in the output layer [20]. It also helps reducing

the discretization noise in rate coding [49].

1.1.1.4 ) Delta modulation

Also known as Send-on-Delta encoding, it is a spike generation mechanism inspired from

neuroscience theory [47], suggesting that the human brain undergoes a sensory suppression,

which states that the brain only focus on variation of an object when faced with multiple objects

simultaneously. Mathematically, this coding is event-driven sampling where thresholding is

applied in the signal acquisition. To thrive on change, it captures only the difference between

inputs, not frames, and the difference is considered only if it is beyond a pre-defined threshold.

A spike is generated at time tk only if the difference between the actual value and the value

of the previous spike time tk−1 is greater than the threshold ∆ [76] which is the sensitivity.

tk = {t, ∆≤ |x(t)− x(tk−1)|} (1.7)

∆= w2 (1.8)

Variations are coded into channels, one for increasing luminance (on-spike) where 0 < w
is positive and a second channel for decreasing luminance (off-spike) where w < 0 is negative.

The figure fig. 1.4 illustrate coding information variation into two different channels, and the

figure fig. 1.5 illustrate the differences between conventional camera and neuromorphic one.

Figure 1.4: Send-On-Delta sampling strategy. Blue dots represent sampling due to a significant increase, red dots represent sampling due to
a significant decrease [76].
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Figure 1.5: Right: Recording of a rotating bar captured with a neuromorphic camera. Blue and red points indicate on (increasing intensity)
and off (decreasing intensity) events. Left: Conventional camera recording, which is frame based. Middle: Superposition of the NV and CV
data [60].

The variation that a neuromorphic camera captures with respect to time is very sparse

and difficult to interpret, even by humans. Generally, an integration of time intervals is ap-

plied to produce frames. Those frames are equivalent to thresholding on the successive frame

difference of conventional cameras. The figure fig. 1.6 demonstrate the difference between

conventional camera recording and neuromorphic camera recording.

Figure 1.6: Example of hand moving frame captured by a neuromorphic camera using Delta modulation [23].

N
O

T
E

S

• Although dynamical coding of information is beneficial and preferred for a spiking

network, it is also possible to use static inputs directly by repeating each input for

a certain pre-fixed number of time steps. However, the input in this case is consid-

ered as a direct current input over time, and fails to exploit the SNNs properties at

the input layer.

• Rate and Latency coding are used to convert static datasets into dynamical ones,

but real neuromorphic datasets are directly encoded by a delta modulation at the

acquisition phase.

• Why convert static images? The first goal is to recognize the event streams coming

from a real silicon retina sensor (neuromorphic camera). Due to the lack of a con-

venient benchmarking dataset, traditional image datasets with rate/latency con-

version were used in the early stages of SNNs development [58]. Although a real

neuromorphic dataset is not a spike train but contains dynamic spatio-temporal

patterns of events, it helps to simulate and train the network.
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1.1.2 ) Neural processing

Much like its counterparts, the spiking neuron processes a weighted sum of inputs. How-

ever, the input is different, so the processing mechanism differs as well. These processing units

modulate information by mimicking a complex biological process that relies on a multitude of

ionic currents inside and outside the cell membrane [30].

The figure fig. 1.7 illustrate types of neuronal model. Hodgkin and Huxley [29] propose

the first detailed model; It is a very accurate biophysical model, but it is complicated and

requires a high computational cost. However, several suggestions are proposed to overcome

this limitation, phenomenon-oriented models that exclude unnecessary details, also known as

phenomenological models, which are an accurate tradeoff between reduced computational cost

and biological realism.

Figure 1.7: Illustration of different neuronal models Hodgkin and Huxley, SNNs, ANNs [20].

Integrate and Fire neuron (IF) models are inspired by the research of Louis Lapicque in

1907 on neural dynamics [40, 20], he has concluded that a spiking neuron resembles coarsely

a low-pass filter circuit. However, depending on the filter and the approximation approach,

several varieties exist, the most important ones being the following.

1.1.2.1 ) Leaky Integrate and fire neuron

The neuron is approximated as a low-pass filter circuit consisting of a resistor R and a

capacitor C. The dynamics does not take into account the reset mechanism. The dynamics are

modeled with the following circuit illustated in the figure fig. 1.8.
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Figure 1.8: RC filter model of LIF neuron [20].

The circuit can be represented with equation eq. (1.9):

τ
dU(t)

dt
=− (U(t)−Ures)+ I in(t)R (1.9)

Where:

U : The capacitor potential.

Ures: The resting potential is assumed to be 0 for simplicity.

I in: The input current.

τ= RC: The time constant, a propriety of the circuit, is on the order of 1 to 100 millisec-

onds.

It is a homogeneous differential equation and can be solved using the variation of parameters

method:

• General solution: Used to find a general form of the solution:

τ
dU(t)

dt
=−U(t) (1.10)

So the solution has the form:

U(t)=U0e−
t
τ (1.11)

• Particular solution: Considering injecting this general solution into equation

eq. (1.9):

U(t)= K(t)e−
t
τ (1.12)
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dU(t)
dt

= K ′(t)e−
t
τ − K(t)

τ
e−

t
τ (1.13)

= (K ′(t)− K(t)
τ

)e−
t
τ (1.14)

dU(t)
dt

=−U(t)+ I in(t)R (1.15)

τ

(
K ′(t)− K(t)

τ

)
e−

t
τ =−K(t)e−

t
τ +RI(t) (1.16)

τK ′(t)e−
t
τ = RI(t) (1.17)

K ′(t)= R
τ

I(t)e
t
τ (1.18)

K(t)= R
τ

∫ t

0
I(t)e

t
τ dt (1.19)

The exact solution depends on the expression of I(t).

However, since in practice the hardware is numeric, the time is sequence-based and discrete,

the Euler forward method can be used to find an approximation for small values of ∆t:

τ
U(t+ t)−U(t)

∆t
=−U(t)+ I in(t)R (1.20)

U(t+ t)=
(
1− ∆t

τ

)
U(t)+ ∆t

τ
I in(t)R (1.21)

Where:

∆t: The discrete time difference between successive sequences.

β= 1− ∆t
τ

: The leak effect between time steps, also known as the decay rate.

Thus:

U(t)=βU(t−1)+ (1−β)RI in(t) (1.22)

The input current is equivalent to the sum of weighted spikes input, but the weight values can

absorb the effect of (1−β) by scaling, the same applies to the resistance value R. Then we have

writed:

U(t)=βU(t−1)+W X (t) (1.23)

26



N
O

T
E

S
• The expression of the decay is appropriate only if ∆t << 1.

• Since the decay rate is a propriety of the circuit and independent of the input value,

assuming that the spiking neuron does not receive any input X = 0, in this case the

membrane potential is a pure exponential decay, subsequently:

U(t)=U0e−
t
τ (1.24)

Since it concerns a discrete time, then:

U(t = n∆t)=U0e−
n∆t
τ =⇒ β= e−

∆t
τ (1.25)

This expression is more useful since it works regardless of the value of ∆t

Until now, the circuit model does not include a reset mechanism. The reset is modeled by a

non-physical component that have the effect of an "IF" statement. In equation, it can be done

by two ways illustrated in the figure fig. 1.9.

Figure 1.9: Comparison between rest by subtraction and reset to zero [20].

• Reset to zero: By forcing the membrane potential to zero at the onset of a spike.

U(t)=
{
βU(t−1)+W X (t) if Sout = 0

0 Else.
(1.26)

Sout(t)= H (U(t)−θ) (1.27)
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• Reset by subtraction: By deleting the threshold value at the onset of a spike.

U(t)=βU(t−1)+W X (t)−Sout(t−1)×θ (1.28)

Sout(t)= H (U(t)−θ) (1.29)

Experimentally reset by subtraction has better performances [20], and this is why it is

used in the rest of this work.

By analogy:

U : The membrane potential is equivalent to the capacitor potential.

β: The decay rate, its value between 0<β< 1.

W : The weights control the impact of the spikes, equivalent to the impact of the resistor

on the potential.

X : The input spikes are equivalent to the input current.

H: The Heaviside step function.

Sout: The output spike.

θ: The threshold for the reset mechanism in the event of a spike.

Overall, the behavior is summarized in the unrolled computational in the figure fig. 1.10, and

follows those stages [69]:

Figure 1.10: Computational graph of LIF neuron [20].

• At the initial stage, in the absence of input excitation X = 0, the neuron is inactive, the

membrane potential U is null, and so is the output.
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• When inputs are applied, the neuron adds the weighted sum of those inputs to the mem-

brane potential.

• However, the inputs are considered as a quick short excitation pulse that charges the

capacitor and increases its potential. The capacitor potential is the membrane potential

[64] and due to the behavior and leaks of the capacitor, it is not constant, but it decays

over time in exponential relaxation. The leak is determined by the decay rate β, which

controls the intensity of relaxation.

• If the membrane potential crosses above a certain threshold, a spike is emitted as a spike

to the subsequent connections, and the membrane potential is reset.

1.1.2.2 ) non-Leaky Integrate and Fire neuron

A more drastic approximation suggests that a neuron can be modeled as a perfect capacitor

C [31] with a threshold mechanism. It can be approximated as follows:

C
dU(t)

dt
= I in (1.30)

In practice the hardware is numeric, the time is sequence-based and discrete, the Euler for-

ward method can be used to find an approximation for small values of ∆t:

U(t+∆t)−U(t)
∆t

= I in(t)
C

(1.31)

U(t+∆t)=U(t)+ ∆t
C

I in(t) (1.32)

Where:

U : The capacitor potential.

I in: The input current.

C: The capacitance.

The capacitor can be ignored since inputs are weighted, and it is possible to assume that

weights delete the capacitor scaling effect. Also, the modeling has so far not included the reset

mechanism. By adding the rest mechanism:

U(t)=U(t−1)+W X (t)−Sout(t−1)×θ (1.33)

Sout(t)= H (U(t)−θ) (1.34)

Where:

U : The membrane potential is equivalent to the capacitor potential.
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W : The weights control the impact of the spikes, equivalent to the impact of the resistor

on the potential.

H: The Heaviside step function.

X : The input spikes are equivalent to the input current.

Sout: The output spike.

θ: The threshold for the reset mechanism in the event of a spike.

To recapitulate this dynamics, just as LIF the nonLeaky Integrate and Fire neuron (nLIF)

accumulates the weighted sum of the inputs, it contributes to the membrane potential. Al-

though the membrane potential here does not present any leaks β = 1, so its value is never

forgotten until it reaches the threshold. In this case, the membrane potential is a pair of

constants with discontinuities, making the analytical calculations for BP more difficult [14].

N
O

T
E

From the equation of SNNs, it is obvious that it behaves as RNNs where the state and

the output of the neuron depend on its previous state or the state of neurons in the

same layer or after it, i.e., cross recurrence among neurons of interlayer and interneuron

connections. As a result, SNNs are a particular case of RNNs (illustrated in the figure

fig. 1.11) where it has a self-recurrence connection within each neuron, while RNNs have

cross-recurrence among neurons.

Figure 1.11: Connection pattern of (a) SNNs and (b) RNNs [28].
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1.2 ) Training SNN

Multiple training mechanisms are available, from supervised to unsupervised. They are

mathematically based methods like BP or biologically motivated like Spike Timing Dependent

Plasticity (STDP), as well as many hybrid approaches.

1.2.1 ) Shadow training

In the lack of an accurate way to use BP for SNNs during the last decades, conversion

techniques gained a lot of attention by adapting a pre-trained ANNs parameters to fit into

SNNs. This approach is driven by the observation that a IF spiking neuron is functionally

equivalent to a Rectified Linear Unit. The relationship can be expressed as follows [20]:

Sout = H(U −θ)= ReLU(U −θ,0)
U −θ (1.35)

Where:

U : The membrane potential.

H: The Heaviside step function.

Sout: The output spike.

θ: The threshold.

Using this approach, several models have been developed that have achieved competitive

accuracy performance, but the conversion loss is still considerably high. For instance, consider

an example of conversion of a Rectified Linear Unit (ReLU) function that receives two inputs

of value 1 and 0.5, their sum is 1.5. Meanwhile, the threshold of spiking neuron should be fixed

at the highest value, otherwise the spiking neuron keeps firing. In this case, the threshold is

fixed at 1.5, but the input conversion to spike using a rate coding implies that the first input

fire frequently assuming 100% and the second would fire only half of the time 50% in the time

window. The addition of both would give 1 or 2 at the membrane potential. In both cases, there

is an error of ±0.5. Some information loss would take place and impact the final loss of the

network.

In the case of rate coding, several approaches are suggested to overcome this issue, thresh-

old balancing [38], weight normalization [53], binarization [45]. It is worth mentioning that

temporal dynamics are rarely considered in the process of training for converted SNNs [38],

except for this work [73] where they encode the ReLU output as latency coding directly.
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The choice of threshold value can be ambiguous, spike time is proportional to the thresh-

old value; this way the network takes longer delay without spiking, in deep architecture

these delays accumulate into long periods, and cause a significant dead neuron’s problem

(description in section 1.2.5). Meanwhile, a lower threshold reduces the ability of SNNs

to distinguish between different magnitudes of spike input that accumulate in the mem-

brane potential, causing an accuracy degradation. A careful and strategic choice of the

threshold is essential [53].

Regardless of advantages and drawbacks, this technique was the only approximation to

validate the concept of spiking neural networks until recently, shadow trained SNNs is very

unlikely to reach the performance of the original network, but this is not an issue since there

are other learning methods.

1.2.2 ) Spike Timing Dependent Plasticity

Synaptic connections are the information support and play a major role in it preprocessing,

whether excitatory or inhibitory way. Synaptic plasticity is also the preprocessing change

usually refers to aptitude of learning.

Spike Timing Dependent Plasticity (STDP) is a biologically motivated learning rule that

stems from the experimental results of [57, 46], where they measured the postsynaptic poten-

tial (initial slope) of different neurons under stimulation, then they plotted the variation of the

synaptic weights with respect to relative timing between presynaptic spike arrival and post-

synaptic firing. The pairing is repeated about 100 times with a frequency of 10Hz. The figure

fig. 1.12 is the resulted plot from the previous experiment.

Figure 1.12: STDP learning curve.

The plot produced formerly known as the STDP learning window uses relative spike timing

between neurons for unsupervised training of SNNs, where weight updates are proportional

to causality relationship between the pre- and postsynaptic spikes. Thus, STDP strengthen

the weights when two events occur in the expected causal temporal order and weaken them
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otherwise by modulating it with an exponential decay a [64]. Due to this mechanism, neurons

are highly sensitive to spike times, leading to competition among presynaptic neurons, result-

ing in shorter latencies and spike synchronization [1, 59]. The figure fig. 1.13 indicates the

approximated learning curve of STDP.

Figure 1.13: STDP learning curve [20].

Mathematically, the result can be written as:

∆w =
 A+e−

∆t
τ+ si ∆t < 0

A−e
∆t
τ− sinon 0<∆t

(1.36)

Where:

∆t = tpost − tpre (1.37)
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• This learning rule correlates with the Hebb postulate "Neurons that fire together,

wire together".

• Different types of synapses can have different forms of STDP learning window [1,

8].

• Although STDP is the basis of many unsupervised learning approaches [18]. It

is worth mentioning that formal STDP is rarely used for training [61]. For sim-

plicity or to satisfy convenient mathematical properties, there are other variations

of STDP, especially those combined with gradient-based methods, where STDP is

used in the backward pass to modulate the loss of the forward pass [48].

a"Strengthening is called long-term potentiation (LTP) and weakening is called long-term depression (LTD). The
phrase long term is used to distinguish between very transient effects on the scale of a few ms that are observed
in experiments" [61].
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1.2.3 ) Backpropagation and Gradient Descent algorithms

Likewise ANNs, Backpropagation (BP) algorithm is the current state-of-the-art method

for supervised training of SNNs. It carries out credit assignment of the output loss to each

parameter of the network by implementing the chain rule of differentiation. Credit assignment

can be either spatial in which the update is assigned spatially to targeted parameters, or

spatiotemporal that target the parameter at particular temporal duration. For a long time,

BP could not be applied due to the non-differential nature of the spiking neuron, different

researches have been carried out to bypass this challenge.

1.2.3.1 ) Backpropagation using spike time

First introduced by [11] as SpikeProp, to overcome BP issues due to thresholding discon-

tinuities, the nondifferentiable was traded by introducing the spiking time to the chain rule,

where spikes can be discontinuous, but time is continuous [20]. Subsequently, the network

uses a latency coding where a neuron spikes only once.

dL
dW

= dL
dti

dti

dW
= dL

dti

dt
dU

∣∣∣∣
t=ti

dU
dW

∣∣∣∣
t=ti

(1.38)

Where for a neuron j receiving an input of value X i, which is the sum of all spiking neurons of

the presynaptic neuron i modulated by weight Wi, j:

U =∑
i

Wi, j X i (1.39)

X i =
∑
k

X k
i =∑

k
ε(t− tk

i ) (1.40)

As result:
dU
dW

= X i =
∑
k
ε(t− tk

i ) (1.41)

Assuming a linear approximation of the activation function around t = ti, where dU =αdt, we

have the following:

dti

dU
= 1
α

(
dU
dti

)−1
(1.42)

The final equation that links all depends on the loss function used and the spiking neuron

model.

1.2.3.2 ) Backpropagation Through Time

Alternatively SNNs can be perceived as subclass of RNNs, since the equation of the spiking

neuron shows an important time dependence, where the membrane potential constitutes the

hidden state. In this case, SNNs can be trained by BackPropagation Through Time (BPTT),
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which uses an iterative chain rule on the unrolled computational graph. The BPTT algorithm

on SNNs can be illustated by the figure fig. 1.14.

Figure 1.14: Backpropagation in the unrolled computational graph [20].

From the graph, it is easy to identify several possible pathways for BP, all contributing to

the final loss, whether the neuron fire or not. The final loss is the sum of all losses over all time

steps of an input:

L=∑
t
L(t) (1.43)

Even though the parameters do not change in the forward path for the same input, they can

contribute with multiple paths over time, not only the forward one. For example, at a single

time step t the weight can contribute with its current value W(t) and all its previous values

W(s < t) even if W =W(0)=W(1)= ...=W(t).
As result:

dL
dW

=∑
t

dL(t)
dW(t)

=∑
t

s=t∑
s=0

dL(t)
dW(s)

× dW(s)
dW(t)

=∑
t

t∑
s=0

dL(t)
dW(s)

(1.44)

dL
db

=∑
t

dL(t)
db(t)

=∑
t

s=t∑
s=0

dL(t)
db(s)

× db(s)
db(t)

=∑
t

t∑
s=0

dL(t)
db(s)

(1.45)

The same goes for any other possible parameter. However, in all cases the loss derivative

requires a passage by the membrane potential and Heaviside step function which are non-

differentiable, to circumvent this issue we use surrogate gradient descent.
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• From a biological perspective, the BP equations do not seem biologically plausible

[61]. But an interesting feature of BPTT is the analogy with biologically motivated

rules, where the BP of the gradient over previous n time steps is proportional to

βn, which means an exponential scale of the gradient between different spikes, and

this principle correlates with the STDP learning curves [61]. The figure fig. 1.15

shows the analogy between the effect of BPTT and STDP learning curve.

Figure 1.15: The effect of on synaptic link between neurons over time is very similar to the STDP principle.

• Unlike SpikeProp, BPTT is applicable for both rate and latency coding.

• Unlike ANNs, SNNs have more parameters, other than weigh and bias it also has

the surrogate slope, threshold, and decay rate. Although it is always better off to

set them as parameters, many investigations have shown that SNNs are pretty

resilient to a fixed choice of those parameters and thus are considered hyperpa-

rameters [71, 61].
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Yet, the spiking neuron is based on the Heaviside function, which derivative is the Dirac

distribution, this can cause prevent the network learning, by canceling the impact of the

backward derivative to zero, this problem is known as the dead neuron problem. To ad-

dress these issues, state-of-the-art solutions are given by a surrogate gradient [49] that

approximates the activation function and smooths its derivative in the backward pass.

In other words, the forward pass preserves the conventional equations, but the back-

ward pass requires the use of an approximate function instead of the Heaviside func-

tion. This allows a biased estimation of the gradient [20], even when the neuron is not

spiking, bypassing the dead neuron problem, and results in significant performance im-

provement and even closing the gap with ANNs in several datasets such as MNIST and

CIFAR10, and demonstrating improved performance on temporal tasks such as TIMIT

speech recognition [7]. Various surrogate gradients can be used, and the choice can be

treated as a hyperparameter. Examples of possible surrogate gradients in the figure

fig. 1.16.

Figure 1.16: Difference between gradient and surrogate function [76].

• As a note of caution, the activation function includes two discontinuities, the Heav-

iside step function and the reset mechanism, and the surrogate only deals with the

step function. The reset mechanism is not included in the backward pass using a

surrogate function; empirically, it has been shown that including the reset mech-

anism in the computational graph would degrade network performance [71]. The

membrane potential with the reset mechanism:

U(t)=βU(t−1)+W X (t)−Sout(t−1)×θ (1.46)

=βU(t−1)+W X (t)− (Surrogate(U(t−1)−θ))×θ (1.47)

Without the reset mechanism (after detaching the reset mechanism):

U(t)=βU(t−1)+W X (t) (1.48)

• The effect of the bias introduced by the surrogate is equivalent to random feedback

on weight in the backward pass, the understanding of this approximation is limited

[20]. 37



Comparison between different learning rules

The following tables table 1.4 and table 1.6, explain a detailed comparison between different

learning rules, advantages and drawbacks.

ADVANTAGES DRAWBACKS

C
O

N
V

E
R

S
IO

N

• Exploit already existing trained
ANNs to create SNNs, without
any prior training.

• Low risk of dead neurons [20].

• Applicable on both supervised
and unsupervised learning.

• Inefficient training process [20].

• Most conversion techniques use
rate-codes, those are suboptimal
in the usage of the time dimen-
sion [38], they require a large
amount of time steps to achieve a
sufficiently accurate approxima-
tion [38].

• None of the conversion tech-
niques convert other sophisti-
cated activation functions, ex-
cept the ReLU.

• Converting high precision values
in each layer into spikes, offset
the power/latency benefits ini-
tially sought from SNNs [20].

• Regardless how accurate is the
conversion, the SNNs perfor-
mance would always be limited
by the original ANNs perfor-
mance.

• Fine-tuning with backpropaga-
tion degraded the network’s per-
formance, instead of improving it
[51].

S
T

D
P

• This learning rule outperforms
in unsupervised clustering.

• Alleviates the need for computa-
tion of complex gradients.

• Promotes competition among
pre-synaptic neurons and
shorter latencies [64].

• Lack of mathematical back-
ground.

• Update only weights and do not
consider other parameters.

Table 1.4: Comparison between different learning rules.
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P
• Used with latency coding, where

each neuron spike only once (per
input).

• Unbiased gradient calculation,
since it doesn’t need surrogate
gradient.

• High risk of dead neurons.

• Incompatible with rate coding.

• Incompatible with dynamic
datasets in which inputs have
multiples frames, where the
neuron is not encouraged to fire
more than once.

• Computationally costly.

B
P

T
T

• Appliable for both latency and
rate coding.

• Consider all time steps in the
gradient calculation.

• Prevent dead neuron problem.

• Vanishing/exploding gradients.

• Bias gradient estimation, since it
require a surrogate gradient.

• Computationally costly.

Table 1.6: Comparison between different learning rules.

1.2.3.3 ) Objective function

Also known as the loss function or the cost function, it is an estimation of the error, where

the reduction of this loss thanks to the gradient descent algorithm promotes the right class.

However, the encoding of the information is different using SNNs, which requires relatively

different loss functions to quantify the error. There are two commonly used approaches in

supervised machine learning that can be applied to different variables, both spike count and

membrane potential, to encourage the right output to fire.

Negative Log Likelihood based loss functions: The loss is based on the logarithmic

function, which is monotonic and preserves the variation with respect to the parameter, it

is also convex with respect to its inputs (but not necessarily the parameters), as well as

rapid convergence due to the properties of the logarithmic function in the interval [0,1].

Least Error based loss functions: The classic square error calculation between the tar-

get value and the predicted value. Although it is convex with respect to its input, it is not

necessarily convex with respect to the parameters. By minimizing this loss, the right class

becomes closer to the right value.

Both approaches can be used for multilabel classification or multiclass classification, de-

pending on the output activation function (Sigmoid or Softmax, respectively). Since we are

mainly interested in multiclass classification, we assume that the output layer is the Soft-

max layer, as a result the loss functions used are Cross Entroppy (CE) and Mean Squared
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Error (MSE). The following figure illustrate the different loss functions on the unrolled SNNs

fig. 1.17. The tables table 1.8 and table 1.10 summarizes how these losses are used on rate and

latency coding output respectively.

Figure 1.17: Roll-out of the computational graph of a spiking neuron as used for BPTT for a sequence t = 0...T with different considering
different loss function [69].
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Over time steps: Consider the spike sum
(or average) of spike) ci = ∑T

t=0 st over time
steps of each output node (N node) as Soft-
max logits. This function is noted Γ.

L= 1
M

M∑
k=1

ptargetedk log(ppredictedk ) (1.49)

Over time steps: Estimate the error as
regression between the sum (or average) of
spikes p = ∑T

t=0 st and the targeted number
of spikes. The target can be fixed as a per-
centage p times time steps t = T × p (or per-
centage), which means that we have pushed
for a certain input to fire p of the time. This
function is noted ∆.

L= 1
M

M∑
k=1

(ctargetedk − cpredictedk )2 (1.50)

Alternatively, it can consider the spike count
(sum of spike) ci = ∑

s j over time steps of
each output node (N node) as Softmax log-
its, the loss function deals with probabilities
where MSE is used as Brier score.

L= 1
M

M∑
k=1

(ptargetedk − ppredictedk )2 (1.51)

Each time step: Consider the spike at each
time step of each output node as Softmax
logits, and the loss is the average of each
time step loss. This function is noted Υ.

L= 1
M×T

M∑
k=1

T∑
ptargetedk log(ppredictedk )

(1.52)
It is important to note that it is highly sen-
sitive to the threshold value.

Each time step: The loss function is the av-
erage of each time step loss, time step loss is
the square error between the output spike p
and the targeted output value t = {0,1}.

L= 1
M×T

M∑
k=1

T∑
(p− t)2 (1.53)

M
E

M
B

R
A

N
E

P
O

T
E

N
T

IA
L

Over time steps: Consider the sum (or av-
erage) membrane potential over time steps
of each output node as Softmax logits that
undergo the loss function.

Over time steps: Estimate the square er-
ror between the sum (or average) of scaled
membrane potential of each output node,
then calculating the loss as regression with
predefined firing targets (or percentage) us-
ing MSE. Alternatively, it is possible to use
Brier score. Alternatively, it is possible to
use the maximum membrane across time
steps as a logit. This function is noted Φ.

Each time step: Consider the scaled mem-
brane potential at each time step of each out-
put node as Softmax logits. The loss function
is the average of each time step loss. This
function is noted Λ.

Each time step: Consider the membrane
potential at each time step of each output
node as Softmax logits, the objective is to
maximize this value. The loss function is the
sum of each time step loss. This function is
noted Π.

Table 1.8: Rate coding loss functions.41
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Consider the spike time of arrival, where the
first neuron to spike is the predicted class.
In order to use CE minimization, the arrival
time should be converted with monotonically
decreasing function to inverse value order
as a low latency correspond to high value,
only then a Softmax and CE loss function
are used to predict the error.

It can be used with different ways:
- Just like Brier score after pre-treatment of
time arrival.
- Using the conventional MSE by setting
some target firing time to each output.
- Also using the conventional MSE but re-
garding the relative spiking time between
nodes, where the target class should arrive
before other spikes by a fixed number of time
steps.

M
E

M
B

R
A

N
E

P
O

T
E

N
T

IA
L Unreported in literature, but is possible

to use, since higher membrane potential in
the target time steps promotes spiking, and
lower ones makes it later.

Over time step: Likewise rate coding,
higher membrane potential promote earlier
spikes, the loss between the average of the
membrane values overtime and the targeted
membrane value using MSE.

Each time step: The loss between the
membrane values at each time step and the
targeted membrane value using MSE, the fi-
nal loss is the average of sub-loss of each
time step.

Table 1.10: Latency coding loss functions.
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• Losses accumulated over time steps can be averaged by scaling the total number of

time steps.

• Membrane based loss are highly sensitive to thresholds values, thus it requires

scaling the membrane with respect to the threshold in order to reduce this sensiv-

ity.

• Unlike ANNs where hyperparameters only affect the convergence time, where net-

work complexity and limit is directly related to its architecture. SNNs complexity

and limit are highly sensitive to hyperparameters, where different loss functions

expect different hyperparameters to converge, and this is more blatant when it

comes to membrane-based loss functions that are highly sensitive to the threshold

value. This difference can be justified by the assumption that the threshold, slope,

and decay rate can be fixed as hyperparameters rather than parameters, where

SNNs has proved a flexibility and robustness toward this assumption [71].

1.2.4 ) Regularization

Regularization is a tool to prevent overfitting problems by ensuring that the parameters

have nondivergent values. SNNs share with ANNs parameters such as weights and biases;
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thus the same regularization techniques of ANNs are applicable in SNNs, except for dropout

and normalization. The dropout in SNNs is just like RNNs, it has to be spatially dependent

[42]. Meanwhile, normalization cannot be applied to spikes directly, even though some re-

search is used as it is [30], but there are other methods to circumvent this issue, such as:

• Normalization of the membrane potential [41].

• threshold-dependent Batch Normalization (tdBN) [75], where it normalizes the mem-

brane potential with respect to the threshold before applying batch normalization.

• Batch Normalization Through Time (BNTT) [30], use the previous hidden state and the

new one, in order to calculate the normalization parameters.

On the other hand, SNNs has a different configuration, which allows for other possible pa-

rameters such as decay rate, threshold, slope, etc. that need adapted regularization techniques.

SNNs Regularization targets mainly the activity to establish sparsity occurrence, especially

with rate coding schemes in the output layer, where the training process encourages spiking

and increases the spike rate / membrane potential without an upper bound; this severely af-

fects sparsity. Conventional techniques penalize excessive and insufficient spiking, but only

up to a point. Other possible methods exist, such as:

• L1 / L2 layerwise regularization on the total number of spikes.

• An upper activity threshold, beyond the threshold, a penalty is applied using a refractory

period for the neuron.

1.2.5 ) Training process challenges

The state-of-the-art machine learning model still outperforms SNNs in a variety of tasks

ranging from image classification, time series prediction, language translation, and automatic

speech recognition. This is mainly due to the advance techniques and model architecture,

meanwhile, which SNNs have a narrower popularity and a lake of attention. This section

focus on identifying SNNs drawbacks and issues that prevent from an appropriate learning

process. Many of them are common between ANNs and SNNs which would helps SNNs to use

deep learning frameworks to overcome it.

1.2.5.1 ) Dead neuron

When a neuron is unable to spike, this means that the neuron does not contribute to the

loss. Furthermore, the loss derivation with respect to its parameters is null; this implies that

the neuronal parameters cannot be learned nor updated. The issue is that the dead neuron is

not able to learn or contribute, as if it does not exist, and it is very unlikely to get out of this

state. At a large scale, it causes a lower network architecture complexity than it may seem. For

instance, a network includes three layers of 256 neurons each, in total of 768 neurons where
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80% of neurons are dead, which means that the network uses only about 154 neurons!

It can be due to:

• The nondifferentiable step function, which leads to a null gradient . To avoid this issue,

a surrogate function allows a biased estimation of the gradient.

• A high threshold initialization, where most neurons are unable to achieve in the first

stages of the training process and will never be able to spike [43]. The threshold ini-

tialization is empiric and is considered as hyperparameter tuning, if the threshold is a

parameter, regularization helps to prevent this issue [43].

1.2.5.2 ) Vanishing gradient

This problem rises also in deep ANNs as well as SNNs, where the loss function is back-

propagated from the output layers to the input layers, while pushing the error to zero in the

first layers, a null loss can prevent the first layer from learning. For a network of N layers, the

error at layer i can be written as:

Li =Πi
j=NWT

j ×LN (1.54)

The propagation requires numerous weights multiplication in deep networks, where the

weights are usually less than 1 adding to it the derivation of the activation function like sig-

moid can be less than 1, which leads to almost null errors at the first layers in the network and

cannot be updated. After some iterations, the networks would not be able to learn or progress.

To avoid this issue:

• A high learning rate can make the gradient variation more impactful on the first layers,

but also risk an exploding gradient at the later layers.

• An adequate initialization of weight parameters to maintain a certain balance, several

initialization distributions exist, each can be adapted for a different context. In the case

of the sigmoid activation function, a Xavier initialization is preferred [26]. However, for

SNNs initialization methods, it is still an ongoing research topic [43].

• Normalization does not have a direct impact on the vanishing gradient, but makes the

update more resilient to the parameter scale [32] and prevents small changes to the

parameters from amplifying into larger and suboptimal changes in gradient. The nor-

malization in the original paper [32] proposed to be used before the activation function,

but experimental results proved that it has a better result if applied after the activa-

tion function. In the case of SNNs, normalizing the membrane potential gives very good

results.

• Residual networks have recurrent connections between layers that help to skip the long

sequential pathway, this creates a shorter path in deep networks that are less susceptible

to the vanishing gradient.

44



• ReLU (or leaky ReLU) is also useful in practice, where its derivative does not contribute

to the vanishing process, but cannot be applied in the context of SNNs.

1.2.5.3 ) Exploding gradient

Similarly, exploding gradient occurs when weights are important and more than 1, in this

case it leads to an increase in the loss scale at the first layers, the important scaling causes a

significant update to the parameters related to the first layers and overshot the global minima;

it manifests itself by severe fluctuation in the learning curves. To prevent this issue:

• Gradient clip is a method that reduces the high gradient values to 1, the clip can be by

cutting the gradient directions in which it exceeds 1, or by normalizing it is value to 1.

Normalizing the gradient is preferred because cutting it may change the direction of the

gradient.

• Orthogonal weights can be resilient to successive multiplication, yet it is still an active

research topic for the case of SNNs [43], Xavier initialization still the best possible option

[26].

• Likewise vanishing gradient, normalization helps in reducing the exploding gradient by

rescaling the input, which leads to small and stable loss.

• Smaller learning rate, a big learning rate can risk overshooting the minima, thus higher

error, when a higher error is backpropagated, it causes bigger update and maybe over-

shooting the minima again. Thus, it keeps raining in cyclic fluctuation without signifi-

cant learning.

• Regularization L2 prevents high variation in parameters, which prevents exploding gra-

dients.

• ReLU (or leaky ReLU) activation functions are also useful in practice, where the deriva-

tive is either 1 or 0 and does not contribute to the explosion of the loss, but cannot be

applied in the context of SNNs.

• LSTM architecture is not a typical solution, but can help thanks to its forgot gate.

• Truncated backpropagation through time is a variant of BPTT, where forward and back-

ward passes are run through chunks of sequences instead of the entire sequence.

1.2.5.4 ) Overfitting / Underfitting

SNNs just like their counterpart ANNs, can face over- and under-fitting issues, the pre-

vention tools of ANNs can be applied to SNNs, as well as other approaches discussed in the

previous section.
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1.2.5.5 ) Convergence time

Simulating an SNN is a time-consuming process due to the additional temporal dimension

of the signals. Not only that, but the simulation of LIF is sequential and time dependent to

introduce the reset mechanism. Previous contributions [37, 27] tried to solve this issue by

using a latency coding of 1 spike per neuron trained by SpikeProb, in this case there are no

other following spikes that require a reset, and simulation is no longer sequential.

1.3 ) Benchmarking SNNs

Although SNNs are significantly different from ANNs, it is very important to highlight that

they still share a common development pipeline including the performance evaluation proce-

dure (generally using cross-validation), even if the benchmarking data sets can be different.

Multiple conversion techniques can be used to convert data formats, but none of them are

accurate, since the neuromorphic camera has a temporal resolution of a few microseconds,

while conventional cameras have a temporal resolution of tens of milliseconds. As a result,

temporal frequencies are lost during frame-based sampling and cannot be reconstructed to

accurately simulate neuromorphic algorithms [23], since the conversion creates only certain

dynamics but doesn’t contain any spatio-temporal patterns. Nevertheless, it is possible to use

classical data sets for SNNs benchmarking with or without a conversion technique. A better

way is using more adapted data sets that have been produced using neuromorphic cameras,

such as DVS128, SHD, etc.

The evaluation metric generally depends on the task; The present work is interested in the

proof of concept of the proposed idea on popular generalist datasets, where it mainly focuses

on accuracy optimization. The choice of accuracy as a metric is biased by the SNNs community

milestone.

1.4 ) Conclusion

This chapter has presented a review of the state-of-the-art literature on Spiking Neural

Networks, differences from conventional Artificial Neural Networks, and how to use SNNs

within the framework of RNNs, then we have concluded with the development challenges and

issues. One particular problem of interest to us is to prevent dead neurons, since they drop

performance and are hard to solve once they occur. To recap, our goal is to propose meth-

ods to overcome the current problems of SNNs in order to optimize their performances, and

particularly accuracy. The next chapter will present the proposed approaches.
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CHAPTER 2

PROPOSED APPROACHES

This chapter describes the three explored approaches in order to optimize SNNs performances,

starting from their principles, then methodology and implementation techniques, and compar-

ing with related work in terms of principle.

2.1 ) Negative threshold

2.1.1 ) Principle

Even though a detailed understanding of human sensory vision is not completely cracked,

it has always been an important source of inspiration for human beings. Human vision phys-

iology indicates interesting phenomena. Light excitation causes a series of inhibitions in pho-

toreceptors, and these inhibitions can have the same effect of stimulating and excitation post-

synaptic neurons [22].

In contrast, from SNNs perspective, negative modulated presynaptic inputs can never trig-

ger a postsynaptic output regardless of how important the membrane potential value is. It

constitutes an important loss of information. By setting a negative threshold, it is possible to

communicate this information, improve the capacity of the model, enhance the SNNs perfor-

mance as sequence. The figure fig. 2.1 illustrate the issue.
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Figure 2.1: illustration of the loss information due to the non-presence of a negative threshold.

The importance of this work relies on important advantages, namely reducing information

loss between layers in the forward pass, promoting learning and reducing the effect of dead

neurons, as well as adding significant complexity while maintaining the same topology.

2.1.2 ) Methodology

From the previous equations, the output of the spiking neuron is:

U(t)=βU(t−1)+W X (t)−Sout(t−1)×θ

Sout(t)= H (U(t)−θ)

Where H is the Heaviside step function. In our work, we propose replacing the thresholding

function by O illustrated in the figure fig. 2.2.

O(t)= H(t)−H(−t)

Figure 2.2: The new thresholding function.
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The new function O enables negative inputs that are below the negative threshold to trigger

a negative spike as desired. This new function requires a different surrogate in the backward

pass. But it from a programming point of view, the new function can be expressed using Heav-

iside step function. Thanks to the modularity of the implemented packages, it is not necessary

to redo the work from scratch.

N
O

T
E

It is important to underlie that the output caused by the negative threshold is a nega-

tive spike. However, theoretically it is possible to use a positive spike, but empirically the

result produced from this model shows a significant decrease in model performance, and

the ability to learn this can be justified by the fact that using a positive spike creates less

contrast and would make the model unable to distinguish between positive and negative

inputs.

Related work

A previous work [70] investigated the possibility of using a double threshold, or even a mul-

tithreshold, to optimize the threshold-balancing a technique in the conversion process between

ANNs and SNNs. Though, using the negative threshold as part of network parameters
using gradient-based learning has never been investigated before.

2.2 ) Adaptive threshold

2.2.1 ) Principle

Although, most neurons share similar properties, different neurons in the brain have dif-

ferent parts, each of them is responsible for some functions which need some particular be-

haviors. A major difference between these parts is that each can have a different interval of

thresholds. The threshold value also appears to be related to human genetics, experience, as

well as many other factors such as sleep and medications [50]. This underlies the importance

of the threshold value as parameters in the learning process, where it is usually considered a

hyperparameter and set to a constant value during the learning process [71].

The fine line between sparsity and dead neurons is directly related to the threshold value. If

the initialization threshold is relatively high, it can promote sparsity more than is needed and

cause a lot of dead neurons, and once a neuron is dead, it is unlikely to restore it. Meanwhile,

setting a very low threshold can cause significant loss and performance decrease, since most

neurons would be highly sensitive and able to spike most of the time and require applying a

regularization on the spike rates. The advantage of this work is that it uses backpropagation in

order to identify the appropriate value of threshold that offer a good trade-off between sparsity

and dead neuron. In our approach, we initialize thresholds at very low values to promote firing
aThreshold balancing is the process of identifying the optimal threshold that tradeoffs between sparsity, infor-

mation loss and dead neuron.
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among neurons regardless of the produced loss. This loss can be reduced using BP, and more

sparsity can be produced by setting the threshold as a parameter during the learning process.

2.2.2 ) Methodology

To avoid complicated computation, instead of adapting the threshold, we can just consider

using the bias as a threshold, since it has a similar effect, and we can consider linking the

reset mechanism with respect to this bias. When the reset mechanism is detachable from the

computational graph, the bias update value (gradient) is the exact conventional formula used

in ANNs. By adding a bias b:

Sout(t)= H (U(t)+b−θ)

U(t)=βU(t−1)+W X (t)+b−Sout ×b

=βU(t−1)+W X (t)+ (1−Sout)×b

Computation of the gradients is already ensured by conventional calculations of the bias and

is implemented directly in the PyTorch framework.

Related work

This idea has been a subject of multiple previous works in which different methods have

been suggested to optimize the threshold value. In practice, it can be by introducing an expo-

nential decay [54]. The aim here is to use the threshold as regularization that prevent from

unnecessary spikes, which means that once a neuron spike the threshold is reset to a high

value to reduce the possibility of firing. It returns to its value using an exponential decay, this

creates a refractory period. Another proposed alternative used with threshold balancing is con-

version learning methods [15]. These propositions are less attractive compared to the bias in

terms of computational complexity and effectiveness. It is important to note that many SNNs

architectures already use an adaptive bias, but it does not have an impact on a threshold since

it does not contribute as in the reset mechanism.

2.3 ) New loss function

2.3.1 ) Principle

In the conventional ANNs training process, the output prediction vector is expected to

become closer to the target vector. For multiclass classification, the target output vector has a

single target class labeled 1 and the others by 0, which generally works for ANNs. However,

for SNNs this approach promotes the dead-neuron issue for non-target classes of the output.

Our method suggests changing the target vector probabilities. The objective is to encourage

the other neuron rather than the target neuron to fire. By pushing them to fire, we create more
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paths for gradient descent and reduce the probability of having dead neurons and vanishing

gradients. From a machine learning point of view, this uncertainty does not affect the learning

process; Since accuracy is estimated by calculating the number of correct estimations, a correct

estimation is when the network assigns the higher probability to the targeted class (Winner-

Take-All strategy), regardless of the value of the probability, either 100% or less.

2.3.2 ) Methodology

The Cross Entropy function is a special case of the Kullback-Leibler loss function. Kullback-

Leibler divergence function is a statistical estimation of the divergence between two distribu-

tions b. The function describes how the predicted distribution P is different from the targeted

distribution Q, from the perspective of the target distribution Q, if the divergence is null then

both distributions are identical. Thus minimizing this function makes the distributions much

closer to each other.

DKL(Q||P)= Hp(q)−H(q) (2.1)

Where:

H(q): is the entropy function of the target distribution, where the entropy measures the

uncertainty among a certain distribution of class C (of probabilities q).

H(q)=−
C∑

c=0
q(yc)× log(q(yc))

Hp(q): is the cross-entropy function between the target distribution (of probabilities q)

and the predicted distribution (of probabilities p) between a certain C class of the distri-

bution.

Hp(q)=−
C∑

c=0
q(yc)× log(p(yc))

In the case of multiclass classification using conventional target vectors (a point from the

distribution), where there is no uncertainty about the class, the entropy is null. In this case,

the Kullback-Leibler loss is equal directly to the Cross Entropy loss.

H(q)=−1× log(1)− lim
q→0

C−1∑
i=0

q× log(q)= 0

DKL = Hp(q)

bStatistical distance is a symmetric score that measure difference between statistical objects including distri-
butions, yet this measure can be challenging as it can be difficult to interpret. Meanwhile, a divergence is not a
symmetric measure, but it easily calculates how much a distribution differs from another, if it is null then the
distributions are identical.
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We note the new probability of the target class from the target distribution by P0, the proba-

bility of the other classes is the value 1−P0
C−1 . By changing the target vector, it results:

DKL =−
C∑

c=0
q(yc)× log(p(yc))−

C∑
c=0

q(yc)× log(q(yc)) (2.2)

Where:

H(q)=−
C∑

c=0
q(yc)× log(q(yc)) (2.3)

=−P0 × log(P0)−
C−1∑
c=0

1−P0

C−1
× log

(
1−P0

C−1

)
(2.4)

=−P0 × log(P0)− (1−P0)× log
(
1−P0

C−1

)
(2.5)

Hp(q)=−
C∑

c=0
q(yc)log(p(yc)) (2.6)

=−P0 × log(p(yC))−
C−1∑
c=0

1−P0

C−1
× log(p(yc)) (2.7)

Regardless of the new approximation of the target distribution, the entropy is no longer

null. Nevertheless, the entropy is a constant, thus the entropy constant can be neither mini-

mized nor deleted. Subsequently, the minimization concerns only the cross-entropy function:

DKL +H(q)= Hp(q) (2.8)

Min(DKL +H(q))= Min (DKL)= Min
(
Hp(q)

)
(2.9)

The estimated loss is for a single input from the data set of N input, which corresponds to

the fact that the vector is a single point in the distribution. The total loss is the sum of all

elementary losses; its minimization leads to reducing the distance between the point cloud of

the target distribution and the predicted one:

L=
N∑

i=0
DKLi (2.10)

It is important to note that the Kullback-Leibler function is always convex when the target

vector is fixed [34]. Also, the non-symmetry of the function is not an issue, as its minimization

leads to 0, which means that the output and the target are identical [74]. Moreover, as with

any other objective function, it can be applied to both the membrane potential and the spike

rate.

52



Related work

This contribution has been inspired by this work [20], where they have proposed attributing

an objective value to the non-targeted class to promote spiking and avoid the dead neuron

problem; yet, their approach used a mean square error as the objective function and the value

of the output layer was considered directly without any conversion into probabilities using a

Softmax layer, so the problem is perceived as regression, not as classification.

The advantage of our contribution is that we consider the minimization of the divergence

between two probability distributions, making it more adapted to multiclass classification and

more appropriate than a MSE regression, where CE outperform the MSE function [9].

In addition, loss functions based on CE are usually preferred thanks to their logarithmic

nature, which provided a faster convergence process. Although an appropriate empirical esti-

mation is not possible since the convergence is highly sensitive to hyperparameters, a graphical

mathematical illustration of the gradient can prove it as in the figure fig. 2.3.

Figure 2.3: Plot of MSE, CE and the new CE with respect to inputs in range [0,1].

The convergence speed of the new loss function is directly dependent on the target class

probability P0.

N
O

T
E

S

• To estimate the amount of noise introduced by the new approximation, we can

measure the distance between the original distribution of the target and the new

assumed distribution.

• We do not have an estimate of the optimal value of the new probability P0 affected

to the target class, but we can find a minimum limit.

1
C

< P0

• The probability sum of the non target classes is 1−P0. Intuitively, each non target

class can be set a target of 1−P0
C−1 .
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Fairy tales are more than true: not because they tell us

that dragons exist, but because they tell us dragons can

be beaten.

C.K. CHESTERTON

PART II:

EXPERIMENTAL PART
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CHAPTER 3

EXPERIMENTAL PROTOCOL

This chapter deals with the evaluation protocol, starting with a presentation of the hardware

tools and software frameworks needed. Then, we present the used data set with a brief analysis

of the data and proposed pre-processing, discuss the evaluation strategy and the metric used.

Finally, it exposes the results from each approach and compares with prior work.

3.1 ) Hardware tools

We have used the Google Colaboratory service, known as Google Colab. It is a Google Re-

search cloud service that allows online access to GPUs using an interface based on a Jupyter

notebook. Highly adapted for high-calculation and tensor-based frameworks, making it a pow-

erful computing tool for machine learning. It contains other upgrade offers with higher re-

sources, such as Colab Pro and Colab Pro +. For our computation, we have used a Colab Pro +

service, that offer the resources summarized in the following figure fig. 3.1.

Figure 3.1: Summary of the offered resources.
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3.2 ) Frameworks and Libraries

A deep learning framework can include multiple libraries, APIs, compilers, and other tools

that allow rapid, easy, and efficient development without going into the details of the under-

lying algorithms. Provides a clear and concise way of defining models using a collection of

pre-built and optimized components.

3.2.1 ) Python

Python is an open-source, interpreted, high-level, object-oriented programming language. It

is designed to be used on multiple platforms, for simple or complex programs, and has several

libraries useful for programming in different contexts and applications, Python is becoming

the default choice and the most used in the field of Machine Learning and AI. We use Python

version 3.9.1 for the implementation of all our methods.

3.2.2 ) PyTorch

Machine learning Python open source framework, developed primarily by the Facebook

AI Research lab (FAIR) in 2016. It is commonly used in research thanks to it is flexibility,

modularity, and parallelism, which ensures that any new neural network architecture can be

easily generalized and implemented. But the main reason behind this choice is that PyTorch

is widely adopted by the research community and most SNNs packages are PyTorch based.

3.2.3 ) SnnTorch

SnnTorch is a Python package for performing gradient-based learning with SNNs. It ex-

tends the capabilities of PyTorch, taking advantage of its GPU accelerated tensor computation

and applying it to spiking networks.

Figure 3.2: Layers supported by SnnTorch and compatibility with PyTorch [20].

56



3.2.4 ) Optuna

An open source framework for optimized automated hyperparameter search, it allows using

advance Bayesian optimization techniques instead of random and manual research, it provides

the 4 sampling algorithms, and stops unpromising trials at the early stages. It can be easily

plugged into the code using a predefined template.

3.2.5 ) NumPy

NumPy is an open-source Python library and a very powerful tool in scientific computing. It

is based on multidimensional arrays through matrix representation and functions that operate

on arrays. The array object called ndarray is up to 50x faster than traditional Python list,

where most low-level operations are written in C.

3.2.6 ) Matplotlib

Matplotlib is a Python plotting library that can be used to create 2-D plots that can be

saved as figures. Its core module is called PyPlot which provides a MATLAB-like interface.

Matplotlib is designed to be as usable as MATLAB, with the advantage of being free and open

source.

3.3 ) Datasets

We evaluated our work in the context of supervised training using backpropagation on two

main datasets, F-MNIST and DVS128 gesture, both commonly used by the SNNs community

for benchmarking.

3.3.1 ) FMNIST

Although SNNs are not adapted for static datasets, it is important that SNNs are able to

perform well on these types of data sets for practical reasons, since neuromorphic sensors still

very expensive and not yet very popular, it is unlikely to become popular soon. Fashion-MNIST

is a static data set provided by Zalando [67], it contains 28x28 grayscale static images of 10

categories of fashion products, and provides a split Train / Test consisting of 60000 samples for

training, and 10000 for testing. We prefer to use this data set over MNIST, because MNIST

is already saturated, while F-MNIST is still a challenging task for SNNs. The figure fig. 3.3

includes some sample examples from the F-MNIST data set.
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Figure 3.3: Samples from F-MNIST dataset.

3.3.2 ) DVS128 Gesture

More sophisticated and dynamic data set is recorded for benchmarking using a dynamical

vision sensor, such as DVS128 Gesture. DVS128 recorded by IBM [67, 3], for hand action

recognition of 29 participants under different illumination conditions, there are 10 categories

of actions and a category for other random actions, it is divided into 1076 training samples

(approximately 2h) and 288 test samples (approximately 1960s), sample durations may vary

between 1s to 18s [35], but the average is about 6.5±1.7s [39]. It is important to note that

the neuromorphic camera Dynamic Vision Sensor (DVS) records the input into two channels,

one for the increase of the luminance (on the spikes) and the other for the decrease of the

luminance (off-spikes); this adds more dynamics and illustrates more the notion of time in the

sample, which is a series of frames. The figure fig. 3.4 includes some sample examples from

the F-MNIST data set.

Figure 3.4: Two samples from DVS128 dataset, from categories Arm circling clockwise and Arm circling anticlockwise (left and right respec-
tively) [35].
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3.4 ) Exploratory Data Analysis

Exploratory Data Analysis refers by definition to the critical process of performing ini-

tial investigations on data to discover patterns, spot anomalies, test hypothesis, and verify

assumptions with the help of statistical summary and graphical representations.

3.4.1 ) F-MNIST

For the F-MNIST, there is no necessary balance plot, where the sample distribution is

uniform, each class has exactly 6000 samples for training and 1000 samples for testing.

3.4.2 ) DVS128 Gesture

For the DVS128 Gesture, the data balance is illustrated in the next table table 3.2:

LABEL TRAINING TEST DESCRIPTION

1 97 24 Clapping
2 98 24 Right-hand waving
3 98 24 Left-hand waving
4 98 24 Right arm circling clockwise
5 98 24 Right arm circling anticlockwise
6 98 24 Left arm circling clockwise
7 99 24 Left arm circling anticlockwise
8 196 48 Arms rolling
9 98 24 Air drum

10 98 24 Air guitar
11 98 24 Other gestures

Table 3.2: Labels and samples amount of all the different classes in the Dvs128 Gesture dataset and their description.

The number of samples of label 8 is doubled, since arms rolling were recorded and labeled

with 8 for both rotation directions. This creates some imbalance in the data to circumvent

the issue, two possible approaches can be used, the data preprocessing approach by oversam-

pling with augmentation or under-sampling, or the algorithmic approach by weighting the loss.

However, our data are a sequence of frames and do not fit the available pre-implemented func-

tion for data augmentation. Therefore, data augmentation is not an option; cutting off excess

samples is also not an option, since the data are already very small. As a solution, we opted to

add weights to the loss function to re-scale the balance.

Another interesting feature about this dataset is its time dependence, where each sample

is a series of frames and the lengths are not uniform. It is important to have an idea regarding

the average sample duration, since it helps to establish a uniform attention window instead of

considering the totality of frames, it has been shown to improve the learning process, training

time, and model performance [35]. Here is a plot fig. 3.5 to illustrate the average characteris-

tics.
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Figure 3.5: Statistics on sample duration for each label in the Dvs128 Gesture dataset [35].

The red horizontal lines represent the median sample duration, each box indicates the

interquartilea range, while the circles constitute the outliers.

3.5 ) Data preprocessing

Data preprocessing aims to convert the available data to useful and compatible ones, it

includes data cleaning (in case of missing or mislabeled values), data transformation (in order

to reduce features or simply it), and all operations that need to be applied before it has been

used in the network.

3.5.1 ) F-MNIST

• No data augmentation is necessary, since the datasets are already large enough.

• The data set is transformed into tensors and normalized.

• Both train and test sets are merged, then randomly divided into train / validation / test

with proportions of 60%, 20%, 20% respectively.

• Each set is batched with 128 samples in each batch.

• In all sets, the last batch is discarded if it is incomplete.

• The shuffle option is activated for the train loader to reduce the overfit effect. The shuffle

does not have an impact on the validation/test sets, so it is turned off.
aQuartiles are three values that separate a set of data placed in ascending order into four subsets with exactly

the same number of data.
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3.5.2 ) DVS128 Gesture

• The data set is small and unbalanced, but data augmentation is not possible due to the

lack of the necessary tools. Many publications used a conversion of the event into a

single frame by averaging total frames; it is a useful trick to enable data augmentation,

but dropout time-varying properties of the dataset. Data reduction for balancing the

data is also not possible since the dataset is not large enough.

• The data are resized to 32x32 using a pooling function by setting a rescaling factor to 4.

• The attention window is set as the average time of all classes, which is 6s, this value

is obtained from previous work [35, 56] that investigated the impact of window size in

DVS128. The samples have different length, if the sample is shorter than the atten-

tion window in this case it can be extended by padding and masking. Otherwise, it is

truncated to fit the window.

• Event-based frames are too sparse to extract features, even for humans. Thus, we gen-

erally integrate events into multiple frames [44]. The number of integrated time stamps

in microseconds is set to 3000 sequences per frame. The choice of this value is very im-

portant because it defines the number of stamps merged to constitute a frame; when

this number is low, the frame is not significant and not comprehensible even by humans,

when the number is high, it can produce many blurs, the figure illustrates the problem

fig. 3.6. Our choice was based on experimental results and previous work [17].

Figure 3.6: Example of integration into frames from DVS128 Gesture.

61



• Both train and test sets are merged, then randomly divided into train / validation / test

with proportions of 80%, 10%, 10% respectively.

• Each set is batched with 128 samples in each batch; larger batch is not an option due to

the hardware constraint (GPU Ram).

• In all sets, the last batch is dropped out if it is incomplete.

• The shuffle option is activated for the train loader to reduce the overfit effect. The shuffle

does not have an impact on the validation/test sets, so it is turned off.

3.6 ) Evaluation strategy

3.6.1 ) Evaluation metric

As mentioned earlier, the main interest of the community is to close the accuracy gap

between SNNs and ANNs. Therefore, we target accuracy as the main metric, but in the case

of DVS128 Gesture (unbalance data set) we suggest also using the confusion matrix.

3.6.2 ) Baseline architectures

For an accurate evaluation process, we suggest setting baseline models for each data set.

First, we optimize hyperparameters of models and evaluate the performance of these reference

models. Then, once the models are set, we add the suggested configurations of each approach,

and then we re-evaluate performances.

Different datasets involved have different complexity, which requires different architec-

tures. All in all, we use mainly convolution-based architectures and linear output layer, and

the spiking layers are used in between since they have the effect of an activation function.

The architecture is fixed using experimental results. However, it was difficult to implement a

larger architecture, as we are limited by training time and resources.

3.6.2.1 ) F-MNIST

We have used an architecture of 2 stages of convolution layers, each followed by a 2x2 max-

pooling layer, without padding or stride, and finally a dense layer of 10 output. The choice

of convolutions is trivial, since they have shown their ability to deal with image classification

in the past decade. The pooling significantly reduces irrelevant features, the max pooling is

chosen because the data set is grayscale images with a black background (0), where it out-

performs any other pooling method [21]. The number of filters, channels, and parameters are

experimentally fixed. The architecture is illustrated in the figure fig. 3.7.

62



Figure 3.7: Architecture used on the F-MNIST dataset.

This architecture uses the following configuration / optimization techniques during the learn-

ing process:

• The surrogate function is the Fast Sigmoid with a slope k = 25.

• The decay rate of the hidden state β= 0.95.

• The optimizer is Adam, the learning rate varies across different loss functions, with no

weight decay.

• No regularization L1/L2 is used.

• The dropout rate (Dropout2d and Dropout) varies across different loss functions, it is set

between 0.01 and a maximum 0.1 (higher rates in the first layers and no dropout at the

output layer).

• We use batch normalization for on the spike output.

• The output layer uses rate-coding and rate-based loss functions.

• After each epoch, the network produced is saved using checkpoints.

3.6.2.2 ) DVS128 Gesture

We have used an architecture of 3 stages of convolution layers, each followed by a 2x2 max-

pooling layer, without padding or stride, and finally a dense layer of 10 output. The choice

of convolutions is trivial, since they have shown their ability to deal with image classification

in the past decade. The pooling significantly reduces irrelevant features, the max pooling is

chosen because the data set is grayscale images with a black background (0), where it out-

performs any other pooling method [21]. The number of filters, channels, and parameters are

experimentally fixed and inspired by previous work [19, 56]. The architecture is illustrated in

the figure fig. 3.8.
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Figure 3.8: Architecture used on the DVS128 Gesture dataset.

This architecture uses the following configuration / optimization techniques during the learn-

ing process:

• The surrogate function is a Fast Sigmoid with varying slope.

• The decay rate of the hidden state β= 0.72 and β= 0.97.

• The optimizer is Adam, learning rate varies across different loss function.

• A regularization L2 is not used, but the weight decay of the optimizer has a similar effect,

the decay value across different loss functions.

• The Cosine annealing scheduler is set with a frequency between 50 to 150.

• A gradient clip by norm to 1 for avoiding exploding gradients.

• Initialize weight using Xavier distribution to prevent vanishing gradients.

• A spatial dropout (Dropout2d and Dropout), is applied since SNNs are recurrent net-

works, the rate varies across layers (higher rates in the first layer and no dropout in the

output layer) of the network and across different loss functions.

• Batch normalization is applied to both membrane potential and spikes.

• The output layer uses the rate coding and rate based loss functions.

• After each epoch, the network produced is saved using checkpoints.
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CHAPTER 4

EXPERIMENTAL RESULTS

This chapter exposes the experimental results and the evaluation of each proposed approach

on different datasets. In order to appreciate and assess the improvement brought thanks to

our methods, we compare optimized models with the baseline models. Then we analyze and

discuss results. Finally, we select the most performing model in each dataset to compare them

with state-of-the-art accuracies.

4.1 ) Optimized models vs Baseline models

4.1.1 ) Negative threshold

The tables table 4.2 and table 4.4 are accuracy (Train/Validation/Test) of the baseline mod-

els and optimized models on F-MNIST dataset and DVS128 Gesture dataset.

LOSS FUNCTION BASELINE RESULTS

CE SPIKE RATE Γ 91.55% 89% 87.2% 92.99% 89.11% 89.16%
CE SPIKE RATE Υ 92.16% 88.33% 88.23% 89.98% 88.15% 87.81%
MSE SPIKE ∆ 90.98% 88.04% 88.05% 91.41% 88.41% 88.16%
CE MEMBRANE Λ 80.21% 80.06% 80.41% 87.35% 87.30% 86.87%
CE MEMBRANE MAX Φ 88.55% 85.71% 85.82% 85.01% 84.84% 84.76%
MSE MEMBRANE Π 88.13% 85.82% 85.20% 92.55% 90.03% 90.04%

Table 4.2: Comparison between first approach results (Train/Validation/Test) and baseline for the F-MNIST data set.
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LOSS FUNCTION BASELINE RESULTS

CE SPIKE RATE Γ 94.44% 93.75% 93.55% - - -
CE SPIKE RATE Υ 91.84% 91.41% 90.66% 92.53% 91.41% 91.15%
MSE SPIKE RATE ∆ 91.75% 90.62% 89.84% - - -
CE MEMBRANE Λ 92% 91.41% 90.12% 95.96% 92.19% 91.07%
CE MEMBRANE MAX 91.93% 88.28% 87.67% 94.10% 93.75% 93.4%
MSE MEMBRANE Π 76.11% 75.41% 74.76% 82.99% 78.91% 76.22%

Table 4.4: Comparison between first approach results (Train/Validation/Test) and baseline for the DVS128 Gesture data set.

4.1.2 ) Adaptive threshold

Similarly, the table 4.6 is accuracy results (Train/Validation/Test) of the baseline models

and optimized model on the F-MNIST dataset. Due to lack of time, it was not possible to test

on the DVS128 Gesture dataset.

LOSS FUNCTION BASELINE RESULTS

CE SPIKE RATE Γ 91.55% 89% 87.2% 91.94% 88.86% 88.97%
CE SPIKE RATE Υ 92.16% 88.33% 88.23% 92.19% 89.08% 88.68%
MSE SPIKE ∆ 90.98% 88.04% 88.05% 91.41% 88.41% 88.16%
CE MEMBRANE Λ 80.21% 80.06% 80.41% 85.53% 84.03% 84.20%
CE MEMBRANE MAX Φ 88.55% 85.71% 85.82% 86.99% 85.80% 85.13
MSE MEMBRANE Π 88.13% 85.82% 85.20% 86.99% 85.80% 85.66%

Table 4.6: Comparison between second approach results (Train/Validation/Test) and baseline for the F-MNIST data set.

4.1.3 ) New loss function

The tables section 4.1.3 and section 4.1.3 are accuracy (Train/Validation/Test) of the base-

line model using the new loss function compated to other loss functions on F-MNIST and

DVS128 Gesture Datasets respectively.

LOSS FUNCTION BASELINE

C
O

N
V

E
N

T
IO

N
A

L CE SPIKE RATE Γ 91.94% 88.86% 88.97%
CE SPIKE RATE Υ 92.19% 89.08% 88.68%
MSE SPIKE ∆ 91.41% 88.41% 88.16%
CE MEMBRANE Λ 85.53% 84.03% 84.20%
CE MEMBRANE MAX Φ 88.55% 85.71% 85.82%
MSE MEMBRANE Π 86.99% 85.80% 85.66%

N
E

W

CE MEMBRANE Ω 91.38% 89.82% 89.07%
CE SPIKE RATE Ψ 91.68% 89.60% 88.8%
CE SPIKE RATE Θ 90.80% 88.78% 88.50%

Table 4.8: Comparison between third approach results (Train/Validation/Test) and baseline for the F-MNIST data set.
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LOSS FUNCTION BASELINE

C
O

N
V

E
N

T
IO

N
A

L CE SPIKE RATE Γ 94.44% 93.75% 93.55%
CE SPIKE RATE Υ 91.84% 91.41% 90.66%
MSE SPIKE ∆ 90.89% 90.62% 89.66%
CE MEMBRANE Λ 92% 91.41% 90.12%
CE MEMBRANE MAX Φ 91.93% 88.28% 87.67%
MSE MEMBRANE Π 86.11% 85.41% 84.76%

N
E

W

CE MEMBRANE Ω 94.99% 94.53% 94.19%
CE SPIKE RATE Ψ 93.49% 92.19% 93.75%
CE SPIKE RATE Θ 94.18% 95.88% 95.53%

Table 4.10: Comparison between third approach results (Train/Validation/Test) and baseline for the DVS128 Gesture data set.

The loss can be applied to the membrane potential and the sum or spike, either at each

time step or on the average over time steps. The new loss is applied on average spike rate over

time steps noted Θ, spike rate at each time steps notedΨ, and the membrane potential at each

time step noted Ω.

4.2 ) Results analysis & Discussion

• Networks have been well-trained, the models do not suffer from either bias or variance.

• Networks trained with the proposed approaches generally outperform in most cases;

even when it does not, the results are pretty close.

• We notice that networks perform better on the DVS128 Gesture more than the F-MNIST,

we argue that the DVS 128 Gesture contains spatio-temporal patterns that are not in-

cluded in the F-MNIST, which is more meaningful features and compatible with SNNs.

• We notice that using different loss functions can produce different results. This can be

explained by two reasons, different loss functions have different curve shapes, and the

network performance is not only related to the architecture but also the SNNs parame-

ters that are assumed as hyperparameters (threshold, decay rate, slope). We have also

observed that this impact is not only on the training accuracy, but also on the conver-

gence time. Therefore, the most appropriate way to compare the results is only after

setting all these parameters as learnable. More extensive analysis should be done to

explore the reasons behind these results, till now there is not a prior work that compare

different loss functions impact on the training and complexity.

• We also notice that spike based loss outperform membrane based loss functions, this can

be due to the high sensitivity of the membrane potential to the threshold values.

• It is important to highlight that the combination of several methods can produce better

results. For example, the combination of the negative threshold method and the new CE
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for the membrane produced better result in the F-MNIST where it reached 91.13% of

accuracy.

• It is important to highlight that SNNs networks are highly sensitive to hyperparameters,

especially using dynamical data sets. Where training a single network may require a lot

of time to figure out the right parameters.

• As mentioned earlier, accuracy is the primary metric, yet in the case of DVS128 Gesture

where the data are imbalanced, accuracy can be misleading; Thus, it is possible to use

the confusion matrix to have a more accurate evaluation, we use it only on our best model

fig. 4.1.

4.3 ) Comparison with prior work

From previous results, we take only the most performing networks to compare them with

prior work. For the F-MNIST data set we use the negative threshold approach, and for the

DVS128 Gesture we use the new loss function approach.

4.3.1 ) Comparison & Discussion for F-MNIST

The following section 4.3.1 summaries the state-of-the-art models that have good performances

on the F-MNIST dataset. For each model we describe the architecture, number of parameters,

if the model process the F-MNIST directly or after processing (conversion to dynamical data

set), and finally the accuracy that has been using the model achieved.

METHOD ARCHITECTURE PARAM CONV ACCURACY

SNN-Tha [19] 16C5-AP2-64C5-AP2-10 (~6599) 7 87.92%
BSNN [19] 16C5-AP2-64C5-AP2-10 (~6599) 7 86.95%

ST-RSBP [72] 400-R400-10 478841 3 90.13%
LISNN [16] 32C3-AP2-32C3-AP2-10 (~11575) 7 92.07%
Our work 12C5-MP2-32C5-MP2-10 5355 7 90.44%

Table 4.12: Comparison of accuracies performance of different methods for the F-MNIST data set.

Most prior paper avoid converting static dataset, because the produced results do not

include any spatio-temporal patterns, and require an important convergence time. The draw-

back of using the static dataset directly is the energy loss at the input layer, and we do not

exploit SNNs properties.

The results obtained from our work do not outperform the current state of the art, it may

be due to unadapted choice of architecture (number of parameter is very limited comparing to

other architectures). However, it is still very competitive.
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4.3.2 ) Comparison & Discussion for DVS128 Gesture

The following section 4.3.2 summaries the state-of-the-art models that have good performances

on the DVS128 Gesture dataset. For each model we describe the architecture, number of

parameters, number of class considered (some models drop the outliers class), and finally the

accuracy that has been using the model achieved.

METHOD ARCHITECTURE PARAM CLASSES ACCURACY

SNN-T [19] 16C5-AP2-32C5-AP2-11 (~15303) 11 91.32%
BSNN [19] 16C5-AP2-32C5-AP2-11 (~15303) 11 88.54%

TrueNorth [3] 16 layers CNN based - 11 91.77%
SLAYER [56] 8 layers CNN based (Not detailed) - 10 93.64%
SCRNN [68] 32C5-MP2-64C3-MP2-128C3-MP2-512-11 662000 11 92.01%
SSNN [17] 4C5-8C5-8C3-16C3-10 14000 10 92.01%
Our work 16C5-MP2-32C3-MP2-64C7-MP2-11 115148 11 95.53%

Table 4.14: Comparison of the accuracy performance of different methods for the DVS128 Gesture data set.

First, we notice that our work outperform the SLAYER based CNN network with 1.89%

of accuracy with a significantly smaller architecture (we can not estimate since the paper did

not detail the architecture). However, it is worth mentioning that SLAYER use a larger archi-

tecture of 8 CNN filters, does not rescale input, and removes the outlier class (11) as it is a

challenging class and reduces network performance, which allows better results. It is also nec-

essary to mention that SLAYER requires 739 epochs to achieve those results [56], meanwhile

none of our networks exceed 200 epochs.

Also, it should be taken into consideration that all previous results can be even inaccurate

since none of them used the Train/Validation/Test split, and none of them tried to balance the

DVS128 data nor used prevention technique or have tried other metrics with DVS128 Gesture

data set (except TrueNorth [3]). Thus, those accuracies can be very misleading.

In addition, most of the previous results have been produced using advanced hyperparam-

eter research techniques instead of random search, those tools (already implemented in the

Optuna and RayTune frameworks) may require on average between 3 and 5 days to find the

optimum parameters, and a such solution cannot be implemented for all our models due to the

lack of time and computational resources. As a result, our contribution can have better results

and be more promising.

Finally, for an accurate evaluation, we use the confusion matrix in our model; the results

are plotted in the figure fig. 4.1. From the plot, we can say that the model have very good results

on most classes, even the random one. However, the ’Clapping’ class and the ’Air drum’ are very

confusing even for human beings, this has been deducted from our experimental visualization,

and mention in other papers [68], which explains the performance’s drop on those classes.
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Figure 4.1: Confusion matrix of our model on the final test data set.
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CONCLUSION

In this work, we have proposed three different approaches to optimize SNNs and particularly

handle the dead neuron issue, all of which have been significantly proved for their performance

and give very competitive results. From this work, we have concluded that SNNs have a high

potential and can possibly soon outperform conventional ANNs, but this depends on commu-

nity engagement to push the limits of SNNs.

4.4 ) Constraints

The progress of this work was limited by a number of limitations, such as:

• Since SNNs are still in the early stage of development, there is no uniform or conven-

tional library or framework to use. Many papers (and their GitHub repository) use dif-

ferent libraries and some create it from scratch, thus reproducing the work in order to

optimize it, is quite complicated.

• The time dimension and the sequential behavior of the network make the convergence

time very long.

• Another issue is hardware resources, where the offer of Colab Pro + is very limited com-

pared to the simulation demands, for instance, it was hard to maintain a batch of 128 for

DVS128 Gesture where it risks crashing at any moment during the simulation, also the

Colab do not offer multiple simultaneous simulation of different code, so we were limited

to a single simulation at moment (2 in maximum), yet the Colab is the cheapest cloud

service, other services such as Google access to GPUs are very expensive (minimum of

0.11 $ per minute).

• Furthermore, the Colab service requires stable internet connection, which is hard to

ensure due to the national events, such as Baccalauréat exams and Oran Mediterranean

games.

71



4.5 ) Future directions

We have wanted to provide more propositions because it was not possible to give time, so we

aim to work on:

• Perform an advanced hyperparameter optimization to find those that suit well models.

The window length, slope, batch size, learning rate, and many other parameters have not

been tuned. Thus, poor values of these hyperparameters can lead to poor performance.

• Finalize the evaluation and test the methods on other larger datasets.

• Test our new approach in the context of object detection.
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APPENDIX A: BASICS OF NEURAL

NETWORKS

Origin

Among the scientific community, it is often accepted that the human brain is the main source

of inspiration and will probably remain so for a long time when it comes to efficiency and the

ability to perform several complex tasks. As result, scientist tried at initial stage to mimic

biological nervous systems operate using neural networks, these are able to be to learn and

adapt its behavior in order to achieve the targeted result. It is about a set of interconnected

computational nodes, called artificial neurons, structured in layers and route information flow

via link, called synapses, just like the biological counterparts.

Artificial Neuron

As mentioned above, artificial neurons are elementary units, they can be computed with a very

simple structure and function, and yet their concatenation can create very complex structures.

Intuitively, each node receive information from the previous layer neurons, processing through

an activation function and broadcast the produced result to neurons in the next layer. The

figure fig. 2 shows an illustration about neuron information processing.
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Figure 2: Artificial neuron.

Mathematically, the output of a neuron is represented by the following function:

yj = f

(
N∑
i

wi jxi +b j

)
= f

(
WT × X +B

)
Where:

X / xi: Inputs from neurons in the previous layer.

W / wij: Synapse weights connecting input i, with neuron j

B / bj: Bias of the neuron j.

f: Activation function of the neuron i.

Activation function

Activation function, is almost the most important part of an artificial neuron, it is applied to

the weighted sum of the input to introduce a non-linearity on it. To be fully functioning, it has

to satisfy some conditions, including the following:

• Nonlinearity: It is very important to enable the model to achieve very complex structures.

• Differentiable: The derivative has to be continuous, in order to train using backpropaga-

tion.

• Unsaturation: The derivative has to be neither null nor close to zero. Otherwise, there is

the risk that the gradient tends to zero and cannot update the parameters, so the model

will never learn.

• Simple calculation: It is not a necessary condition, but a preferred one, it allows simpli-

fying the calculations and gain in training time.

• Monotonic: It is not a necessary condition, but a preferred one, it enables the single layer

to be almost guaranteed to be convex; if layers do so then the loss function is convex, and

training would be easier.

74



There are several types of activation function that satisfy these conditions; each can be

used in some specific applications. Although we only list those we need, here is a comparison

in the following table 16.

FUNCTION PROPRETIES

S
T

E
P

f (x)=
{

1 si 0< x
0 sinon.

Old-fashioned threshold based function, since its
derivative is null, it is unable to perform well in
backpropagation and updating weights, and the
network would not be able to learn, but it is the
most biological one.

S
IG

M
O

ID

f (x)= 1
1+ e−x

Behave very similarly as the step function and
maps the output between 0 and 1. However, it is
derivable which make training more accurate.

R
E

L
U f (x)= Max(0, x)

Rectified Linear Unit (ReLU) is a piece-wise lin-
ear function, very popular activation function for
its simplicity, it has a constant non saturating gra-
dient that allow a quick calculation of backpropa-
gation.

S
O

F
T

M
A

X

f (x)= ezi∑
j ezi

Usually used at the final layer, it provides the out-
put in probabilistic form for exclusive classifica-
tion, where the sum of the output is equal to 1.

Table 16: Table of comparison between popular activation functions.
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Training neural network

A supervised training process aims to find the optimum parameters that enable the best

possible performance, which means being able to predict with the minimum possible error.

Algorithm 1 TRAINING PROCESS OF A NEURAL NETWORK.
Initialization: Assigning random values to parameters, or following a certain distribution,
initialization method is important since it controls the convergence time and so prevent con-
vergence issues such as vanishing and exploding gradients.
for each Epoch do

for each Batch do
- Forwardpass: The batch inputs are passed in the network, and the output layer esti-
mate the value or target class (depend on the problem is regression or classification).
- Loss estimation: Using the predicted labels or values, the error is calculated using a
cost function.
- Backward pass: It backpropagates the loss function to each layer using backpropa-
gation algorithm, then at each layer we calculated the updated parameters of the layer
using gradient descent algorithm.

end
end

When completing a single batch, an iteration is achieved. When the training is done with

all batches, an epoch is completed. The process can be repeated over for several epochs, until

targeted performances are achieved.

Cost function

Also known as loss function or objective function, it is an estimation of the error between the

prediction of the network and the target estimation. The learning process aims to minimized

to reach its global minima, this is why the objective function should be at least convex with

respect to its input (but not necessarily parameters). The choice of an objective function is a

hyperparameter that depends on the type of problem.

Mean Scare Error

It is used in regression problems, where the network tries to estimate a real value.

L= 1
N

N∑
i=1

(yi − ŷi)2

Where:

L : The loss.

yi : The targeted output.

ŷi : The estimated output.

N : Number of inputs in the batch.
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Cross Entropy

It is used in classification problems, where the network tries to predict the class. A class

is represented by a percentage, so the output values are distributions between 0 and 1, and

cross entropy is linked to the divergence measurement between the target distribution and the

estimated one. But there are two types of classification:

Multi-class classification: The problem is to classify the input among multiple classes

C, where an input can only have a single class. In this case, the output should be in the

form of percentages and the sum of outputs is 1, and the network attributes the highest

percentage to the estimated class. Converting the output values into percentages requires

a SoftMax layer. For an output vector o = [o1, o2, , oC] a SoftMax layer is defined a follow:

yi =σ(oi)= eoi∑C
j=1 eo j

The cross entropy loss for an input is estimated by:

Li =−
C∑

j=1
yi log( ŷi)

=−1× log( ŷt)−0× log( ˆynt)− ...−0× log( ˆynt)

=−log( ŷt)

The total loss for a batch of N input:

L= 1
N

N∑
j=1

Li

Where:

yt : The target class.

ynt : A non-target class.

C : The number of classes.

N : Number of inputs in the batch.

Multi-label classification: The problem is to classify the input among multiple classes

C, where an input can be included in more than one class. In this case, the output should

be in the form of independent percentages and the sum of outputs is not necessarily 1.

Converting the output values into independent percentages requires a Sigmoid layer. For

an output vector o = [o1, o2, , oC] a Sigmoid layer is defined a follow:

yi =σ(oi)= eoi

1+ eo j
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The cross entropy loss for an input is estimated by:

Li =−
C∑

j=1
yi log( ŷi)

=−1× log( ŷt1)−1× log( ŷt2)−1× log( ŷt3)−0× log( ˆynt)− ...−0× log( ˆynt)

=−
T∑

j=1
log( ŷt j)

The total loss for a batch of N input:

L= 1
N

N∑
j=1

Li

Where:

yti : Targeted class i.

ynt : Non targeted class.

C : The number of classes.

N : Number of inputs in the batch.

Gradient Descent Algorithm

First order optimization a algorithm, where the gradient b estimates the direction of the

minima and the acceleration toward it, therefore, it is used to update the parameters to get

closer to the minima.

Figure 3: Illustration of the gradient descent algorithm.

For a single parameter, it uses the derivative:

p ← p−αdL
dp

aFirst order optimization means that the algorithm takes into account only the first derivative.
bGeneralization of the notion of derivative with multiple parameters.

78



For a vector of parameters, it uses the gradient:

P ← P −α∇L

Where α is the learning rate. For high values of learning rate, convergence can be quick but

risk overshooting the global minima and keeps fluctuating around without reaching it. For low

values of the learning rate, the convergence would be very slow or even stuck if the learning

rate is decreasing during training. An appropriate choice of learning rate is an important

hyperparameter to consider.

BackPropagation Algorithm

It is an algorithm that calculates the gradient with respect to the parameters of each layer

using the chain derivation rule. The intuition behind solving the credit assignment problem

by estimating the contribution of each parameter to the total loss of the network.

∆W α
dL
dW

dL
dW

= dL
dY

× dY
dW

Y (X )= f l
(
WL × f l−1

(
W l−1 × f l−2

(
W l−2... f 1 (

W1 × X
))))

dY
dW

= dY
d f L × d f L

d f L−1 × ...× d f
dW

Optimization of the learning process

In theory, the combination of gradient descent and backpropagation works pretty well.

However, in practice, there are other parameters to consider during training, such as avoiding

local minima and saddle points and reducing training time. Many optimizations can be used

to overcome these problems.

Optimizing the convergence time

Vanilla Gradient Descent: It uses the complete training set at once to update param-

eters, calculates the total loss of all data without batching, then uses gradient descent to op-

timize, then the process is repeated for another epoch, until it reaches an acceptable perfor-

mance. It is very useful in updating the parameters, it allows for smooth and soft convergence,

but slows the convergence process, and it is inefficient in the case of large datasets.

Stochastic Gradient Descent: Unlike the previous method , updates the parameters

after each input. Although the input comes from the same distribution, there is always a

variance among those inputs, which affects the training process and makes it more sensitive

to these frequent variations that cause more fluctuations; this is the most important drawback
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of the algorithm. However, the advantage is a faster training process and is more likely to

bypass local minimums.

Mini-Batch gradient descent: The middle-ground between both previous approaches,

where it subsets the training set into mini-batches, where it updates after each mini-batch.

The length of the minibatch is a hyperparameter that controls the convergence time and fluc-

tuations.

Optimizer

The convergence process can be stuck at local minima and saddle points where the gradient

is null, and thus no update occurs and causes him to be stuck in this state. As a result, optimiz-

ers consider the history of the gradient to update the hyperparameters to fit the convergence

process.

Momentum: It uses the average gradient of the last N steps when updating the gradient,

instead of the immediate gradient. The pro of the method is that to reduce the fluctuations by

focusing progress on a smooth pathway, it is useful to reduce convergence time since it does

not need a higher learning rate.

RMSprop: Alternatively, this method uses exponential average gradients to update the

learning rate, the learning rate increases for small gradients and vice versa. It enables reduc-

ing fluctuations and smoothing the convergence.

ADAM: It combines both previous techniques, where the learning rate is set as adaptive

and the average gradient is included in the parameter update, thus combining both advan-

tages, which explains its popularity, where many publications [52] confirmed that it outper-

forms the other optimizers.

Underfit and Overfit

During the training process, there are two important parameters that control the quality

of the model, bias and variance. The plot fig. 4 shows the progress of bias and variance on

learning curves during training.

Figure 4: Learning curves of a model during the learning process.
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Underfit

It is the inability of the network to learn the training set properties nor the correlation

between inputs, it is mainly due to the network architecture that is so simple compared to the

required task. Subsequently, the loss is very high, and the training process cannot reduce it;

in this case, the network has a high bias between predicted and targeted outputs.

In the first epoch of training, the network still not performing well on train set, in this case

it is also an underfit but not related to the architecture, the loss would be reduced over epochs.

The figure fig. 5 illustrates the possible learning curves affected by an underfit.

Figure 5: Learning curves of an underfitting model.

Overfit

An input contains information and noise, the noise is random and contributes to the vari-

ance of the data set, since it cannot be reduced, the network should be able to be resilient

again. Thus, the training process aims to ensure that the network learns only useful informa-

tion and ignores noise. However, if it captures the noise too, it would not be able to generalize

to unseen input. This phenomenon is overfitting, where it has optimum performance on the

train set but cannot reproduce those performances on the validation or test set since they are

different and unseen. The network variance is high enough to be unable to generalize. The

figure fig. 6 illustrates a learning curves affected by an overfit.

Figure 6: Learning curve of an overfitting model.
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The curves of the unrepresentative data set (small data set) can be misleading for some

time and give the illusion of overfitting. A distinguish mark primarily pertains to the gap

between the training loss and the validation loss. The figure fig. 7 indicates the behavior

of a model trained with an unrepresentative data set.

Figure 7: Learning curves of unrepresentative Train / Validation data set respectively.

Regularization

Those are methods used during the training process to prevent the network from overfit-

ting and help the network to generalize more and create a certain balance between bias and

variance.

Dropout

The main cause of overfitting is that the parameter distribution is very divergent, where

the network relies mainly on some features and ignores others. This high dependency can

be reduced by setting randomly (using Bernoulli probability) and momentary some neurons

to zero (dropped out) along with all its incoming and outgoing connections. Thus, this unit

is not considered during a particular forward and backward pass, at each iteration different

neurons are targeted, so the network changes each iteration. This technique helps the network

to reduce the dependency to those features and spread parameter distribution, only then the

network is less prone to overfit. The figure fig. 8 illustates the principle.

Figure 8: Illustrated example of dropout
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• In the case of multichannel inputs, very common among Convolutional Neural Net-

works (CNNs) output, the dropout cannot be random, since the features of the same

channel are correlated, thus implicating the use of channel dropout [63].

• In the case of RNNs, dropout must be a fixed mask for each input, not be variable

during different sequence of the input, otherwise it would neither prevent nor help

the networks against overfitting. This technique is also known as spatial dropout

[63].

L1 / L2 regularization

Similarly, the L1 / L2 regularization attempts to spread the parameter distribution and

avoid the network that relies only on some features. The intuition behind this method is to

add the scaled sum of parameters to the loss function to minimize it.

Early stopping

Training a model passes through three stages as mentioned earlier, yet it is not possible

to identify the right number of epochs that guarantee the right fit of the network. Therefore,

early stopping can stop the training process before completing the whole number of epochs

(which is the minimum validation loss), if the generalization loss c increases or stagnates for a

long time.

Data augmentation

In contrast to the previous techniques, where overfitting is due to large architecture, Data

augmentation handles another cause of overfitting related to the training dataset. Regardless

of the split proportions, when the training set is not large enough, the input has relatively

small variance, which drives the network to learn noise when there is no added information,

thus overfitting. This approach artificially extends the dataset by creating new data from

those already existing; the approach assumes that more information can be extracted from the

original dataset through augmentations. The creation can be done using, warping, or over-

sampling. Warping encompasses augmentations such as geometric and color transformations,

random erasing, and adversarial training. Oversampling creates synthetic instances by merg-

ing images or using . The choice of transformation is largely related to the data set and the

problem at hand.

It should be noted that oversampling should be used with caution; if the dataset lakes

significantly to variance, it can lead to creating more similar data and lead to having more

overfitting.
cGeneralization loss is the difference between training loss and validation loss.
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Normalization

Normalization is one of the techniques that contributes to the success of ANNs. Although

it is not used primarily for regularization, but it has been shown to have a slight efficiency

against it [32], normalization reduces the internal covariate shift and is effective in stabilizing

the hidden state of RNNs, leading to a smooth landscape.

During the training phase, if we estimate the mean and standard deviation of the input,

then we use those values in the evaluation and test phase. However, the mean and deviation

are estimated in batches, which introduce some error; this error contributes to the generaliz-

ability of the network [55], and this is how it fights against overfitting.

Although batch normalization is the most widely used technique, other techniques can

be used, such as layer normalization, group normalization, and instance normalization, each

outperforming others under special conditions. The figure fig. 9 shows different normalization

techniques.

Figure 9: Types of normalization methods.

Reducing the architecture

When all previous techniques are not sufficiently effective in reducing overfitting, it may be

the problem of a large architecture, where it has more parameters compared to the features;

that is, the network is more complex than the required task.

Benchmarking Neural Networks

Cross validation

It is a statistical method used to select the best model for a specific problem, where it

estimates the surrogate performance of each possible model and uses those performances to

select the best model for training. Many methods exist, but the most popular are:

K-Fold

It split the data set into K subsets, where K −1 subsets are used for training while the

rest are used for testing. The subset test can be one of K subsets; each scenario constitutes

a folder, so there are K folders of the same data but with different splits. We train the model
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on each folder and estimate the performance; the final performance is the average of all the

performance of all the folders. Using this method, all samples contribute to training for K −1

time and contribute to testing once; thus, all datasets are used for training, which is very useful

in the case of an unrepresentative dataset, but the drawback is that it is very computationally

expensive and slow.

Hold Out Method

Or Train/Test approach, it is a particular simple case of K-Fold where K = 2. Simple and

efficient method, but not adapted to a shallow data set, where it could be possible that the

training data set is not representative of the entire data sample.

Train/Validation/Test

Train/Validation/Test split to evaluate the model, a particular case of K-Fold Cross Valida-

tion. As stated before, it splits the dataset randomly into three sets, one used for the training

and reducing the bias, the second used for validation of the model and reducing the variance,

train and validation sets are used for tuning parameters, and the test set is for the final perfor-

mance evaluation. This method is useful not only for model choice but also for model building

(training).

Figure 10: Balance bias variance [6].

Evaluation metrics

Performance metric choice is largely depending on the problem at hand. For classification

problems, there is a set of possible metrics:

Accuracy

Percentage of correct estimation over the total number of estimations.

Accuracy= T
T +F
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Accuracy can be a misleading metric in the case of an unbalanced dataset, where it may

correctly class the most apparent class and miss the underrepresented classes, although this

side would not be highlighted by accuracy measurement. Other metrics are necessary to better

analyze the performance of the network.

Precision and Recall

Used in binary classification mainly for biomedical applications, where the precision of a

class is the correct classification of this class over the total classification of the class, and the

recall of a class estimates the correct classification over the total number of samples of the real

class.

Precision= TP
TP +FP

Recall= TP
TP +FN

Precision helps identify how accurate the class prediction is, while recall indicates how

accurate the class sample is classified correctly. However, these metrics are available only for

binary classification.

F1-Score

It includes both precision and recall in the same formula, using a harmonic mean:

F1-Score= 2× Precision×Recall
Precision+Recall

Confusion Matrix

It is a generalization of the notion of precision, recall, sensitivity, and specificity for multi-

class classifications.

Other types of Neural Networks

CNN

CNNs are a class of ANNs, where it is used for processing data that have a grid-like topol-

ogy, where it uses the convolution operation and sub-sampling to extract meaningful features.

It has demonstrated high performance on complex AI and ML tasks, such as processing time

series (1D), images (2D), videos (3D). The network is a cascade of convolution layer and pooling

layer as shown in the figure fig. 11
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Figure 11: CNN architecture.

Convolution layer

The convolution layer is a fundamental building block that uses a predefined number of

filters (also known as kernels) of a predefined size to extract features using mathematical con-

volution. The convolution 2D is a weighted sum of input pixels that are spatially located within

the filter size, when the filter passes sequentially through the image and generates for each

grid a value, when accumulating spatially those values, it constitutes the output feature map,

the filter weights are parameters adjusted during training using backpropagation. The num-

ber and size of filters are hyperparameters of this layer, and it also has other hyperparameters

such as padding and stride.

Figure 12: Illustration of the convolution operation.

Pooling layer

It is a subsampling layer that downsampling the feature map produced by the convolutional

layer, to preserve the most canonical features. The pooling operator uses another filter that

can take the average of the area or its maximum, the first technique is average pooling and

the second is max pooling.
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Figure 13: Example of Max Pooling layer.

The choice of max or average pooling depend on the input and task. For example, in the case

of black background max pooling is more effective than average pooling, for white background

it is preferred to use min pooling, meanwhile for random background average pooling introduce

less noise.

RNN

Recurrent Neural Networks (RNNs) are a particular type of ANNs, where their architec-

ture admits beside feedforward connections, inter-neurons and inter-layers connections, those

connections are time sensitive unlike the feedforward ones. This architecture enables the net-

work to memorize previous outputs, which allows processing sequential data, such as time

series, images sequences (videos), and all time dependent tensors.

Figure 14: Example of forward and backward pass on unfolded RNNs cell.

RNNs flexibility allows defining multiple possible architectures for different problems.

However, training those algorithms require BPTT which consist of unrolling the RNNs com-

putational graph in time, so the recurrent connections are equivalent to forward ones, which

allows applying conventional backpropagation on the sum of the loss over time steps.
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